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Abstract:

A secure virtual private network (VPN) is described herein. The secure VPN implements standard VPN software with diagnostics to ensure a client device coupling to the VPN is secure. The diagnostics include a policy, a library and an engine where the policy determines what the requirements are for permitting the client device to couple to the VPN. The library stores programs for checking if the client device has any problems. The engine gathers information related to the client device and executes the programs stored within the library. When a user attempts to couple to the VPN with a client device, the server initiates the policy, library and engine to check for issues, and then the user is informed of the issues and/or a mechanism automatically fixes the issues. After the client device is verified as secure, it is able to couple to the VPN for data transfers.
Related Application^):  


The following co-owned, co-pending U.S. Patent Application Number 11/368,212 filed March 2, 2006 and entitled PRE-INSTALL COMPLIANCE SYSTEM is also incorporated by reference.

Field of the Invention:

The present invention relates to the field of networking. More specifically, the present invention relates to the field of providing secure virtual private networks.

Background of the Invention:

A Virtual Private Network (VPN) is a private network generally used by companies to transfer data over a public network. VPN packets are transferred over public networks such as the Internet using standard and typically insecure protocols. There are usually two components to a VPN, a secure internal network and an unsecure outside network. Secure networks are also referred to as private networks and unsecure networks are referred to as public networks. A firewall or some sort of security implementation is implemented between the internal network and the outside network to maintain security within the internal network. The firewall seeks to limit access to the internal network to those users with permission.

Attempts have been made to ensure that VPNs are secure. Some secure VPNs use cryptographic tunneling protocols to provide a number of security measures such as confidentiality to prevent snooping, sender authentication to prevent identity spoofing and message integrity to ensure messages are not manipulated. Tunneling allows data which is
intended for a private network to be sent through a public network without the nodes of the public network knowing the data belongs to a private network. Tunneling is implemented by encapsulating the private network data and protocol information within public network transmission units so that the private network protocol information appears to be regular data to the public network. When implemented properly, VPNs like these create a relatively secure communication medium over unsecured networks.

Some VPNs rely on users to be secure by implementing spyware and virus scanners. These VPNs even check occasionally whether the spyware and virus scanners have been installed and are very limited in the efforts made to secure the network. However, if a user's device is not properly configured, the entire VPN's security could be compromised.

Summary of the Invention:

A secure virtual private network (VPN) is described herein. The secure VPN implements standard VPN software with diagnostics to ensure a client device coupling to the VPN is secure. The diagnostics include a policy, a library and an engine where the policy determines what the requirements are for permitting the client device to couple to the VPN. The library stores programs for checking if the client device has any problems. The engine gathers information related to the client device and executes the programs stored within the library. When a user attempts to couple to the VPN with a client device, the server initiates the policy, library and engine to check for issues, and then the user is informed of the issues and/or a mechanism automatically fixes the issues. After the client device is verified as secure, it is able to couple to the VPN for data transfers.

In one aspect, a system for providing a secure communications link between a server and a client device comprises a policy stored on the server, a library stored on the client device for storing information and an engine stored on the client device for using the policy and the library to detect and resolve one or more issues on the client device wherein detecting and resolving the one or more issues increases security on a communications link between the server and the client device. The library is an expert system library. The policy is for designating one or more objects to inspect. The policy is for determining the requirements needed to be met for a connection to be established. Information related to the policy is downloaded from the server to the client device. The policy contains groupings of sub-policies. The grouping of sub-policies include virtual private network checks, network checks, hotfix checks and system checks. The client device is a mobile device or a home user device. The information stored within the library includes one or more programs. The one or
more programs stored within the library are wrapped in XML. The engine informs a user of the problems if the client device does not pass. The one or more issues discovered by the engine are automatically fixed or the engine optionally assists a user in fixing the issues manually. The client device and the server are coupled over a virtual private network. The communications link between the server and the client device forms a virtual private network.

In another aspect, a system for providing a secure communications link between a server and a client comprises a policy stored on the server wherein the policy is for designating one or more objects to inspect and for determining the requirements needed to be met for a connection to be established between the server and the client device, further wherein the policy is downloaded from the server to the client device, an expert system library stored on the client device for storing one or more programs and an engine stored on the client device for using the policy and the library to detect and resolve one or more issues on the client device wherein detecting and resolving the one or more issues increases security on a communications link between the server and the client device. The client device is a mobile device or a home user device. The one or more programs stored within the library are wrapped in XML. The policy contains groupings of sub-policies. The grouping of sub-policies include virtual private network checks, network checks, hotfix checks and system checks. The engine informs a user of the problems if the client device does not pass. The one or more issues discovered by the engine are automatically fixed or optionally the engine assists in fixing the one or more issues manually. The client device and the server are coupled over a virtual private network. The communications link between the server and the client device forms a virtual private network.

In another aspect, a method of securing a communications link between a server and a client device comprises coupling the client device with the server, establishing a limited network connection between the client device and the server, downloading a policy from the server to the client device, running a diagnostics engine utilizing a library on the client device and establishing a secure network connection if the diagnostics engine completes without any issues. The library is an expert system library. The limited network connection is sufficient to receive the policy. The method further comprises posting a list of issues when the diagnostics engine fails. The method further comprises automatically fixing or optionally assist in manually fixing one or more issues when diagnostics engine fails. Automatically fixing the one or more issues is selected from the group consisting of downloading applications, downloading application updates, downloading patches, running applications and modifying a registry. The method further comprises adding custom tools within the
library. Running the diagnostics engine includes checking for network issues and system issues. The communications link between the server and the client device forms a virtual private network.

In yet another aspect, a network of devices for establishing a secure virtual private network comprises a private network containing one or more secure devices, wherein at least one of the one or more secure devices is a server for storing a diagnostics policy and one or more client devices coupled to the private network through a public network, wherein the one or more client devices contain a diagnostics engine and a diagnostics library. Information related to the diagnostics policy is downloaded to the one or more client devices. The one or more client devices are not able to access the private network without being verified using the diagnostics policy, the diagnostics engine and the diagnostics library. The client devices are selected from the group consisting of personal computers, PDAs, cell phones, laptop computers, thin clients or Apple personal computers, mp3 players and gaming consoles. The diagnostics library is an expert system library. The diagnostics policy is for designating one or more objects to inspect. The diagnostics policy is for determining the requirements needed to be met for a connection to be established. The diagnostics policy contains groupings of sub-policies. The grouping of sub-policies include virtual private network checks, network checks, hotfix checks and system checks. The diagnostics library includes one or more programs. The one or more programs stored within the diagnostics library are wrapped in XML. The diagnostics engine informs a user of issues if the client device does not pass. Issues discovered by the diagnostics engine are automatically fixed or optionally the engine assists in fixing the one or more issues manually.

Brief Description of the Drawings:

FIG. 1 illustrates a block diagram representation of the main components of an embodiment of the present invention.

FIG. 2 illustrates a graphical representation of an exemplary policy.

FIG. 3 illustrates a flowchart of steps involved in determining if a client device is secure.

FIG. 4 illustrates a flowchart of the diagnostics policy, engine and library determining whether there are any issues that need to be remedied.

FIG. 5 illustrates an exemplary data structure for the diagnostics library.

FIG. 6 illustrates an exemplary XML coded version of a data structure for the diagnostics library.
Detailed Description of the Preferred Embodiment:

A virtual private network (VPN) with additional security is described herein. The secure VPN implements standard VPN software with added diagnostics to ensure a client device coupling to the VPN is secure. The added diagnostics implement a policy, a library and an engine. The diagnostics policy is stored on a server and determines the required components/configuration for a client device to couple to the VPN. When the client device initiates contact with the server, the diagnostics policy or a representation of the policy such as a code is downloaded to the client device for interaction with the diagnostics engine. The diagnostics engine which is stored on the client device executes one or more programs stored within the diagnostics library according to the diagnostics policy. The diagnostics library which is also stored on the client device stores the programs for checking the client device's status. When a client device attempts to couple to the VPN, the server initiates the policy, library and engine to check for security issues, and then either the user is informed of the issues and manually corrects them or a mechanism automatically fixes the problems. Automatically fixing problems or issues includes, but is not limited to downloading applications, downloading application updates, downloading patches, running applications and modifying a registry. After the client device is verified as secure, it is able to couple to the private/secure network for data transfers.

Figure 1 illustrates a block diagram representation of the main components of an embodiment of the present invention. A secure VPN 100 allows a client device 102 to couple to a server 114 on a secure network 112 through an unsecure network 110. The secure network 112 is typically a Local Area Network (LAN) utilized by a company wherein only those with the proper credentials such as a login and password are able to access data within the secure network 112. The unsecure network 110 is any network that does not require such security measures to transfer data across the network. The Internet is an example of an unsecure network, although any network that is not secure is an unsecure network. The server 114 stores a VPN Server software 116 and a diagnostics policy 118. The VPN Server software 116 is standard VPN software such as that developed by Microsoft®. The diagnostics policy 118 includes the requirements that the client device 102 must meet to couple to the secure network 112 for data transfers. The diagnostics policy 118 is initially stored on the server 114, but when a client device 102 initiates a connection with the server
114, the diagnostics policy 118 is downloaded to the client device 102.

The client device 102 contains a VPN Client software 104, a diagnostics engine 106 and a diagnostics library 108. In some embodiments, the VPN Client software 104 is part of the standard VPN software such as the software provided by Microsoft®. The diagnostics engine 106 and the diagnostics library 108 operate together with the downloaded diagnostics policy 118. The diagnostics engine 106 implements one or more programs 120 stored within the diagnostics library 108. Based on the diagnostics policy 118, the diagnostics engine 106 determines which programs to run within the diagnostics library 108. After the programs specified by the diagnostics policy 118 are executed, if no issues or errors were found on the client device 102, then the client device 102 is considered sufficiently secure and is given access to the secure network 112. If the client device 102 is missing a required component, then access is denied until either a user corrects the problem or an automatic fix is implemented.

Figure 2 illustrates an exemplary diagnostics policy 200. Within the diagnostics policy 200 are a set of requirements or objects that the client computer 102 (Figure 1) must have in order to be permitted to couple to the secure network 112 (Figure 1). Within the exemplary diagnostics policy 200, the requirements include all security hotfixes, a virus scanner, a spyware scanner, a proper network configuration and a proper hardware configuration. This provides very broad requirements to ensure that the client device 102 (Figure 1) has some of the basics for security. However, the policy is configurable on the server side, so that it is able to be as general or as specific as desired. As described, the exemplary diagnostics policy 200 is very general. A more specific policy could require that the virus scanner has all updates through the current date or that a certain virus scanner must be implemented such as Norton or McAfee. Even further, a policy could require that the updated virus scanner has actually run a virus scan within the past few days. In some embodiments, the diagnostics policy 200 includes groupings of sub-policies such as virtual private network checks, network checks, system checks, and as shown in Figure 2, hotfix checks. Other groupings are possible as well. Furthermore, although only a few requirements are included within the exemplary diagnostics policy 200, requirements are able to be added or removed, so that the diagnostics policy 200 requires as much or as little to ensure the client device is secure.

In some embodiments, a diagnostics policy includes different levels of requirements. For example, "crucial," "preferred" and "suggested" are separate levels where "crucial" items are the only requirements that determine if a client device is able to access the secure
network, and the "preferred" and "suggested" elements are simply checked for but are not necessary. In addition to checking for the "preferred" and "suggested" elements, a report is issued to the user of the client device regarding the status of the elements, so they are aware of the security of their client device. Then the user is able to take further action if desired.

As described above, the diagnostics policy is configured and stored on the server initially, but a copy of it or information relating to the policy is downloaded to the client device when the client device attempts to access the secure network. Once downloaded to the client device, the diagnostics library and diagnostics engine utilize the diagnostics policy to determine which checks to perform.

The diagnostics library is a library of programs related to computer security issues to test computer systems for the existence of security concerns and problems and then to provide remediation solutions for each discovered issue or problem. As described above, security issues relate to virus/spyware scanners, hardware/software configurations, network configurations, operating systems and any other computing concern that is able to compromise system and network security. In some embodiments the diagnostics library is an expert system library.

Each security issue is described discretely within the diagnostics library. The issues, when stored in a format usable by the diagnostics engine on the client device, are able to be processed serially, meaning one problem at a time. In an alternative embodiment, problems are processed in parallel, meaning at the same time. The diagnostics library stores one or more discrete programs for analyzing and handling each discrete issue.

The discrete programs execute desired tasks and are able to remediate certain issues. For example, a function virus_scanner determines if the client device has a virus scanner installed. Furthermore, with additional coding, the function virus_scanner also checks when the virus scanner was last updated to ensure that it is up-to-date. If the virus_scanner function fails, then depending on the desired remedy, either a message is sent to the client device so that the user is able to take appropriate action and/or the virus_scanner function automatically takes the necessary action such as triggering the virus scanner software to retrieve updates.

The diagnostics engine utilizes the diagnostics policy and the discrete programs within the diagnostics library to interrogate the client device for possible security issues. The information obtained by the interrogation is used in conjunction with the diagnostics library and the diagnostics policy to ascertain whether there are problems on the client device and whether the client device is secure enough to access the secure network.

The diagnostics engine uses a scripting language to interact with the diagnostics
library. Although very complex tasks are being performed at times, the resultant script language is simplified for easy modification and interoperability. Then, beneath the scripting language is a more complex language which performs the underlying tasks necessary to remedy whatever situation exists. The scripts are generally less complex than the underlying programs to provide simplicity of interaction with the user interface. The underlying programs are necessary to interact with the system's hardware and software, thus need to have the specific abilities to accomplish such tasks. The scripts take the information from the programs and return a condition status. In some embodiments, the condition status is binary-type value such as "true" or "false," "1" or "0" or a similar value. In other embodiments, the condition status is a string, ASCII value or other value representing status.

Contained within the diagnostics library is information describing the resolution of problems. The descriptions range from simple to complex and are able to include a variety of data such as user instructions on problem resolution or scripts which automatically resolve the client device problem. Resolutions include, but are not limited to, adding/removing/updating software, modifying invalid configuration information, installation of patches and others.

Figure 3 illustrates a flowchart of steps involved in determining if a client device is secure. In the step 300 a client device couples with a VPN server to initiate a network connection. The initial coupling of the client device with the VPN server is sufficient for downloading a diagnostics policy to the client device in the step 302, but not for full data transfers. After the diagnostics policy is received at the client, the diagnostics engine utilizing the diagnostics library is run on the client in the step 304. The diagnostics engine runs one or more tests based on the requirements included in the diagnostics policy. In the step 306, if the diagnostics engine passes all of the tests, then the client device is sufficiently secure, and a network connection between the client device and the private network is established sufficient for data transfers, in the step 308. If the diagnostics engine does not pass the requisite tests in the step 306, then whether autofix is enabled or not in the step 310 determines the next step. If autofix is enabled, then the errors or issues are automatically fixed in the step 312. After the errors or issues are fixed, the network connection is established between the client device and the private network in the step 308. However, if autofix is not enabled, then the user is alerted of the errors or issues in the step 314. Thereafter, the user needs to take appropriate action to put the client device in a position to pass the diagnostics engine's tests by addressing the errors or issues described in the step 314. After the user fixes the issues in the step 316, the client device is able to establish a
connection with the private network in the step 308. In some embodiments, even if the errors
or issues are automatically fixed, the user is still alerted.

Figure 4 illustrates a flowchart of the diagnostics policy, engine and library
determining whether there are any issues that need to be remedied. At the step 400, the
diagnostics engine utilizes the diagnostics policy to determine which checks need to be
performed. At the step 402, the diagnostics engine interrogates the client device for the
environment information. At the step 404, the diagnostics engine retrieves problem data from
the diagnostics library pertinent to the client device’s operating and networking environment.
For example, if the operating environment is Windows® NT, then problem data related to
Windows® NT is retrieved. At the step 406, the diagnostics engine tests the client device
using the diagnostics library containing the programs which interact with the client device
system. At the step 408, the diagnostics engine determines if there are any issues detected.
If the client device does have problems, then the diagnostics engine either reports the
problems to the user at the step 410, and/or initiates the remediation script to repair the
problem at the step 412.

There are a wide range of problem conditions that the client system is able to detect in
the step 410. The following are examples of problem conditions tested by the diagnostics
engine that could compromise a system; however, they are not meant to limit the invention in
any way. Software is tested for problems such as problematic software patch revisions,
incompatible software packages, problematic software installations and problematic software
package un/de-installations. The operating system is also checked, such as Windows®
registry corruption and existing performance issues. Environmental issues are investigated
such as low disk space or hardware errors. Network issues are checked such as interface
errors, DNS or IP configuration problems, IP routing failures and ISP network performance.
Other important elements of a secure system are investigated such as detecting viruses, driver
problems and security vulnerabilities. Any issues that could create system instability and
insecurity are also able to be investigated.

Figure 5 illustrates an example data structure for the diagnostics library. The
diagnostics library transfers data structures to the diagnostics engine so that the client device
is able to perform checks to determine if there are any problems. The preferred format for the
data structures is an embedded language with XML wrapping, although any format is
acceptable. The example data structure 500 has the illustrated and described item definitions
within it. An ID item 502 stores the test record number. A class item 504 holds the type of
test to be performed, such as performance, software patch level, security, virus or software
inconsistency. A platform item 506 stores the operating system environment information, for
example Windows NT, ME or XP. A product item 508 contains the affected application's
information. The product item 508 is a specific component that needs to be investigated such
as the Windows Shell or a specified application. A description item 510 stores a detailed
description of the problem described. A criteria item 512 holds the subroutine used to
identify test criteria. Within the criteria item 512, a test_ref subroutine 513 is used to identify
test criteria. Although only one test_ref subroutine 513 is shown in Figure 5, the criteria item
512 is able to hold a number of test_ref subroutines 513 depending on what test criteria is
needed. A remediation description item 514 contains instructions on how to repair the
problem described, and a remediation script item 516 stores one or more scripts to
automatically remediate the problem described.

Figure 6 illustrates an example XML coded version of a data structure of the
diagnostics library. In the example, the bd item is "5." The platform item is "Windows."
Furthermore, the category is "hardware" and the family is "Hardware Management." Hence,
the diagnostics engine knows that it needs to investigate issues concerning hardware
management of Windows®. Additional items are able to be included in the data structure as
well such as a dependency, confidence and health index. The date_created and date_modified
items are useful in determining when the data structure was created or modified which helps
in the process of problem solving. The description item describes the problem, which in this
example, is that the "virus software is not up-to-date." Diagnostic script language is included
to determine the status of the hardware or software. Remediation information is used to help
resolve the problem, such as a suggestion to "update your virus software." If proper, a
remediation script is included to automatically correct the problem. As described above, in
the example, the data structure comprises the items required to perform system checks to aid
in determining potential conflicts on a user's system. The aforementioned example is not
meant to limit the present invention in any way.

The diagnostics engine is client-based software, pre-installed or downloaded onto the
client device. The diagnostics engine also interprets the data structure received from the
diagnostics library of functions. The functions primarily access information about a user's
system or remediate the system. For example, one function is able to query an operating
system to determine if it has a certain patch installed, and another function is able to install
the patch. The diagnostics engine is also responsible for reporting problems found. Other
functions of the diagnostics engine in conjunction with the diagnostics library include, but are
not limited to, accessing hardware error counts, reading/writing the Windows® registry,
accessing software modules and version/patch levels, moving, copying and removing files from the file system, reading operating system environment such as memory and disk space, updating virtual memory configurations and many other functions to maintain a stable and secure environment.

The diagnostics library utilizes a plug-in architecture. Each diagnostics library record has functionality of a discrete program such that each entry is able to be added to the diagnostics library without affecting the other diagnostics library entries and updated or removed from the diagnostics library with no effect on the other problem records. Such a plug-in architecture allows multiple authors to maintain different problem records independently of simultaneous work being done on other problem records.

The diagnostics library data structure includes procedural language elements including, but not limited to, boolean logic, string manipulation, flow control verbs and simple match functions. The language provides a system interpretation tightly integrated with the operating system. The language is used to create powerful and flexible mechanisms to test for the existence of problem conditions. For example the following language function tests the Windows® registry for the existence of a value:

```c
str regvalue
str regkey
regkey = "\HKEY_LOCAL_MACHINE\SOFTWARE\Microsoft\WindowsNT\CurrentVersion\Hotfix\Q312895"
regvalue = F$GETREG(regkey)
if (regvalue != "<error>") then
    return 9 //signal hotfix not installed
else
    return 0 //signal hotfix installed
endif
```

The example language checks if the HotFix (Patch) is installed by analyzing the value of the Windows® registry value at Q312895. If the value is not an error, then the Microsoft® patch is installed. Further, the routine is able to check for one or more code modules which are supposed to be updated by this patch. If the code module version is less than the correct value, then the registry has the patch recorded as installed, but the actual code module could be below the correct value, which would mean the patch was installed but the installation failed.

The language interpreter, part of the diagnostics engine, contains a set of functions which are called the Diagnostics Library Data Language. The functions are specific to operating environments, but operate the same for the Diagnostics Library Data Language.
The operating environments where the functions reside could include Microsoft®
Windows®, Microsoft® CE, Unix, Linux, handheld operating systems, cell phone operating
systems as well as others. The function portability allows the present invention to be
implemented across many different platforms.

Since the functions are created in the specific operating system environment, the
functions are able to reach into the operating system environments to retrieve specific and
detailed data. Examples of such functions include, but are not limited to: Read Windows
Registry Value, Check Device Error Counter Values, Check File System Organizations and
Structures, Check File Modules and File Version Values, Check for Installation of Specific
Applications, Read Environmental Values and Counters, Read Windows Event Log Entries
as well as other functions to retrieve specific data.

Figure 7 illustrates a network implementing an embodiment of the present invention.
The present invention allows a network of devices to couple to a VPN. The diagnostics
policy is stored on a server 700 within a secure network 702 that is coupled to an unsecure
network 704. The coupling across the networks is able to be via networking cables or
wireless means. A variety of client devices are able to couple to the secure network 702
through the unsecure network 704. The client devices have the diagnostics engine and
diagnostics library stored on them. The client devices include, but are not limited to, a
personal computer 706, a PDA 708, a cell phone 710, a laptop computer 712, a thin client 714
or an Apple personal computer 716, an mp3 player 718 and a gaming console 720. Secure
devices within the secure network 702 are able to be selected from the same types of devices
that are client devices. By utilizing the present invention, users and administrators of the
system are able to ensure they are working on a safe and secure environment and when there
are undiscovered issues, these issues will be dealt with to maintain the secure environment.

To utilize the present invention, a user with an already secure client device
experiences minor differences from a standard connection to a VPN. The minor differences
include additional time for verifying that the client device is sufficiently secure. However,
since the client device is already secure, lengthy updates and reconfigurations do not occur. If
the client device is mostly secure, then the user will experience some delay. Preferably, the
process of verifying security is relatively fast to ensure users are not waiting a long time for a
connection to be established. If a user has a client device that is deemed unsecure, the engine
and library inform the user of the issues and/or automatically remediate the problems.
Depending on how extensive the problems are, the process could take a few seconds to many
hours. For example, downloading the newest update for a virus scanner would likely take a
few minutes, but if a user does not even have a virus scanner nor a spyware scanner, there are network configuration issues and a number of hotfixes are needed for the operating system, the process would be much longer. After the issues are addressed, the client will be sufficiently secure to connect to the VPN without compromising security for the VPN.

In operation, the present invention ensures that a client device is secure when coupling to a VPN. When the client device attempts to establish a connection with the VPN, a policy is downloaded from a server within the VPN to the client device. The policy includes the requirements necessary for the client to be able to couple for data transfer with the VPN. After the policy is downloaded, an engine and a library on the client device implement the policy where the engine takes the policy requirements and runs programs corresponding to the policy within the library. The programs relate to security issues that could compromise the VPN such as determining if a virus scanner is installed and updated. The engine and library continue checking the requirements of the policy and then report the issues discovered. In some embodiments, the library includes automatic remediation scripts to fix the issues automatically. If the engine and library return without any errors or concerns, then the client device passes and is considered secure enough to couple to the VPN for further data transfers and communications.

The present invention has been described in terms of specific embodiments incorporating details to facilitate the understanding of principles of construction and operation of the invention. Such reference herein to specific embodiments and details thereof is not intended to limit the scope of the claims appended hereto. It will be readily apparent to one skilled in the art that other various modifications may be made in the embodiment chosen for illustration without departing from the spirit and scope of the invention as defined by the claims.
CLAMS

What is claimed is:

1. A system for providing a secure communications link between a server and a client device comprising:
   a. a policy stored on the server;
   b. a library stored on the client device for storing information; and
   c. an engine stored on the client device for using the policy and the library to detect and resolve one or more issues on the client device wherein detecting and resolving the one or more issues increases security on a communications link between the server and the client device.

2. The system as claimed in claim 1 wherein the library is an expert system library.

3. The system as claimed in claim 1 wherein the policy is for designating one or more objects to inspect.

4. The system as claimed in claim 1 wherein the policy is for determining the requirements needed to be met for a connection to be established.

5. The system as claimed in claim 1 wherein information related to the policy is downloaded from the server to the client device.

6. The system as claimed in claim 1 wherein the policy contains groupings of sub-policies.

7. The system as claimed in claim 6 wherein the grouping of sub-policies include virtual private network checks, network checks, hotfix checks and system checks.

8. The system as claimed in claim 1 wherein the client device is a selected one of a mobile device and a home user device.

9. The system as claimed in claim 1 wherein the information stored within the library includes one or more programs.
10. The system as claimed in claim 9 wherein the one or more programs stored within the library are wrapped in XML.

11. The system as claimed in claim 1 wherein the engine informs a user of the problems if the client device does not pass.

12. The system as claimed in claim 1 wherein the one or more issues discovered by the engine are automatically fixed.

13. The system as claimed in claim 1 wherein the engine optionally assists in manually fixing the one or more issues discovered by the engine.

14. The system as claimed in claim 1 wherein the client device and the server are coupled over a virtual private network.

15. The system as claimed in claim 1 wherein the communications link between the server and the client device forms a virtual private network.

16. A system for providing a secure communications link between a server and a client comprising:
   a. a policy stored on the server wherein the policy is for designating one or more objects to inspect and for determining the requirements needed to be met for a connection to be established between the server and the client device, further wherein the policy is downloaded from the server to the client device;
   b. an expert system library stored on the client device for storing one or more programs; and
   c. an engine stored on the client device for using the policy and the library to detect and resolve one or more issues on the client device wherein detecting and resolving the one or more issues increases security on a communications link between the server and the client device.

17. The system as claimed in claim 16 wherein the client device is a selected one of a mobile device and a home user device.
18. The system as claimed in claim 16 wherein the one or more programs stored within the library are wrapped in XML.

19. The system as claimed in claim 16 wherein the policy contains groupings of sub-policies.

20. The system as claimed in claim 19 wherein the grouping of sub-policies include virtual private network checks, network checks, hotfix checks and system checks.

21. The system as claimed in claim 16 wherein the engine informs a user of the problems if the client device does not pass.

22. The system as claimed in claim 16 wherein the one or more issues discovered by the engine are automatically fixed.

23. The system as claimed in claim 16 wherein the engine optionally assists in manually fixing the one or more issues discovered by the engine.

24. The system as claimed in claim 16 wherein the client device and the server are coupled over a virtual private network.

25. The system as claimed in claim 16 wherein the communications link between the server and the client device forms a virtual private network.

26. A method of securing a communications link between a server and a client device comprising:
   a. coupling the client device with the server;
   b. establishing a limited network connection between the client device and the server;
   c. downloading a policy from the server to the client device;
   d. running a diagnostics engine utilizing a library on the client device; and
   e. establishing a secure network connection if the diagnostics engine completes without any issues.
27. The method as claimed in claim 26 wherein the library is an expert system library.

28. The method as claimed in claim 26 wherein the limited network connection is sufficient to receive the policy.

29. The method as claimed in claim 26 further comprising posting a list of issues when the diagnostics engine fails.

30. The method as claimed in claim 26 further comprising automatically fixing the one or more issues when the diagnostics engine fails.

31. The method as claimed in claim 26 wherein the diagnostics engine optionally assists in manually fixing the one or more issues discovered by the diagnostics engine.

32. The method as claimed in claim 30 wherein automatically fixing the one or more issues is selected from the group consisting of downloading applications, downloading application updates, downloading patches, running applications and modifying a registry.

33. The method as claimed in claim 26 further comprising adding custom tools within the library.

34. The method as claimed in claim 26 wherein running the diagnostics engine includes checking for network issues and system issues.

35. The method as claimed in claim 26 wherein the communications link between the server and the client device forms a virtual private network.

36. A network of devices for establishing a secure virtual private network comprising:
   a. a private network containing one or more secure devices, wherein at least one of the one or more secure devices is a server for storing a diagnostics policy; and
b. one or more client devices coupled to the private network through a public network, wherein the one or more client devices contain a diagnostics engine and a diagnostics library.

37. The network of devices as claimed in claim 36 wherein information related to the diagnostics policy is downloaded to the one or more client devices.

38. The network of devices as claimed in claim 36 wherein the one or more client devices are not able to access the private network without being verified using the diagnostics policy, the diagnostics engine and the diagnostics library.

39. The network of devices as claimed in claim 36 wherein the client devices are selected from the group consisting of personal computers, PDAs, cell phones, laptop computers, thin clients and Apple personal computers, mp3 players and gaming consoles.

40. The network of devices as claimed in claim 36 wherein the diagnostics library is an expert system library.

41. The network of devices as claimed in claim 36 wherein the diagnostics policy is for designating one or more objects to inspect.

42. The network of devices as claimed in claim 36 wherein the diagnostics policy is for determining the requirements needed to be met for a connection to be established.

43. The network of devices as claimed in claim 36 wherein the diagnostics policy contains groupings of sub-policies.

44. The network of devices as claimed in claim 43 wherein the grouping of sub-policies include virtual private network checks, network checks, hotfix checks and system checks.

45. The network of devices as claimed in claim 36 wherein the diagnostics library includes one or more programs.
46. The network of devices as claimed in claim 45 wherein the one or more programs stored within the diagnostics library are wrapped in XML.

47. The network of devices as claimed in claim 36 wherein the diagnostics engine informs a user of issues if the client device does not pass.

48. The network of devices as claimed in claim 36 wherein issues discovered by the diagnostics engine are automatically fixed.

49. The network of devices as claimed in claim 36 wherein the diagnostics engine optionally assists in manually fixing issues discovered by the diagnostics engine.
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<diag>
  <id>5</id>
  <version>1.0</version>
  <date_created>1.0</date_created>
  <date_modified>1.0</date_modified>
  <maxsp_url></maxsp_url>
  <order>3</order>
  <name>Ethernet card errors</name>
  <category>hardware</category>
  <family>Hardware Management</family>
  <repairable>no</repairable>
  <desc_language>English</desc_language>
  <desc>Your ethernet card is reporting errors. This may be due to faulty network card, cable or other hardware.
  <remediation>1. First, replace your ethernet cable or re-seat the cables. 2. You may need to replace the ethernet card.
  </remediation>
</diag>

<diag_script>
  let ethers = F$GETWMI('ethport1', 'counters')
  if (ethers > 0) then
    F$TMPSTOR('ethernet counters', ethers)
    return 8
  endif
</diag_script>

<repair_script></repair_script>
<platforms>Windows</platforms>
<dependency></dependency>
<confidence></confidence>
<health_index></health_index>

Fig. 6