(54) TEMPLATE GENERATING PROGRAM, TEMPLATE GENERATING METHOD, AND TEMPLATE GENERATING APPARATUS

(57) A template generating apparatus (12) includes an specifying unit (53), a first generating unit (54), and a second generating unit (57). The specifying unit (53) specifies common script portions and non-common script portions from a plurality of templates for each of a plurality of categories, each of the plurality of templates include scripts related to components constituting a system, the plurality of categories being grouped by similarity of kind of the components. The first generating unit (54) generates a plurality of versatile scripts for the plurality of categories, respectively, each of the plurality of versatile scripts including the specified common portions and defining the non-common portions as items indicating description variants. The second generating unit (57) generates a template for a new system combining, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for a new component, the versatile script of a similar category.
Description

[Technical Field]

[0001] The present invention relates to a template generating program, a template generating method, and a template generating apparatus.

[Background Art]

[0002] Large-scale systems represented by the cloud have been operated in recent years. In a data center, for example, systems are operated on a multitude of physical servers, or a virtual machine is operated on a physical server and systems are operated on the virtual machine. A large-scale system such as those described above is made up of a multitude of components including hardware for each server and various types of software operating on the server.

[0003] In order to efficiently operate such large-scale systems, open source software (OSS) that achieves automation of an operation control procedure for components that constitute the system and software that achieves automation of operation control for developing products are based on scripts, so that templates are used to achieve the automation of the operation control procedure. The template includes configuration information related to the components of a system. For example, the template includes scripts used for making various settings related to the components and for operations including starting and stopping. The "template" is called differently according to the software and may be called a "manifest", a "recipe", a "pattern", or the like. The software that achieves the automation of the operation control describes a script used for each of different operation procedures in a template that matches an applicable system and executes the corresponding script according to the situation, thereby achieving automation of the operation.

[0004] Achieving automation of the operation control procedure requires that a template that suits a combination of pieces of software to be operated on the applicable system be prepared in advance. It may, however, be difficult to prepare a template with which operation is guaranteed on the applicable system. Combinations of components that make up a system are varied. To prepare a script that allows actual system components to operate correctly is time-consuming and the resultant prepared script often does not work properly.

[0005] Known techniques aim to reduce a burden on script preparation. In one known technique, for example, the script for software included in templates used in an existing system is stored and carried over for use in preparing a new template used in a new system. In another known technique, a script is generated from a policy description and, in still another known technique, a script is generated from a configuration of a job program used in a job system (see, for example, Patent Literature 1 and Patent Literature 2).

[Technical Problem]

[0006] The known technique that carries over the script used in the existing system can use the stored script if the new system uses software with a version number identical to the software with the version number of the existing system. If the new system uses software different from the software of the existing system or uses the same software as the software of the existing system, but with a version number different from the version number of the software of the existing system, the script for the new system is prepared by carrying over the script for another product or another version number. A specific portion or portions of the carried-over script to be corrected is, however, unknown and there is a case in which the prepared script doesn't operate correctly.

[0007] Alternatively, the known techniques of preparing the script from the policy description and the job program configuration require that scripts compatible with the policy description and the job program, respectively, be stored in advance and there is a case in which a script compatible with the new system is not generated successfully.

[0008] In one aspect, an object is to provide a template generating program, a template generating method, and a template generating apparatus capable of generating a template suitable for a new system.

[Solution to Problem]

[0009] According to an aspect of an embodiment, a template generating program causes a computer to execute: specifying common script portions and non-common script portions, from a plurality of templates for each of a plurality of categories, each of the plurality of templates include scripts related to components constituting a system, the plurality of categories being grouped by similarity of kind of the components; generating a plurality of versatile scripts for the plurality of categories, respectively, each of the plurality of versatile scripts including the specified common portions and defining the non-common portions as items indicating description variants; and generating a template for a new system com-
bining, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for a new component, the versatile script of a similar category.

[Advantageous Effects of Invention]

[0011] In one aspect, the present invention can generate a template suitable for a new system.

[Brief Description of Drawings]

[0012] FIG. 1 is a diagram illustrating an exemplary configuration of a system according to a first embodiment. FIG. 2 is a diagram schematically illustrating an exemplary template. FIG. 3 is a diagram illustrating an exemplary functional configuration of a template generating apparatus. FIG. 4 is a diagram schematically illustrating a configuration of control information. FIG. 5 is a diagram schematically illustrating an exemplary procedure for generating a versatile script from a script for an existing system. FIG. 6 is a diagram for illustrating calculations of a cost. FIG. 7 is a diagram for illustrating calculations of the cost of changing the script for an existing system to a script for a new system. FIG. 8 is a diagram illustrating exemplary calculations of the cost of changing the script for each existing system. FIG. 9 is a diagram schematically illustrating an exemplary procedure for generating a script compatible with a new component from the versatile script. FIG. 10 is a flowchart illustrating steps for a registration process. FIG. 11 is a flowchart illustrating steps for a generation process. FIG. 12 is a diagram illustrating a computer that performs a template generating program.

[Embodiments for Carrying Out the Invention]

[0013] The following describes template generating programs, template generating methods, and template generating apparatuses according to embodiments of the present invention in detail with reference to the accompanying drawings. The embodiments are not to be restrictive of the invention and may be combined with each other as appropriate to the extent that processing details are not contradictory to each other.

[a] First Embodiment

[0014] A first embodiment will be described. The first embodiment pertains to a system 10 that generates a template suitable for automating system operation control. FIG. 1 is a diagram illustrating an exemplary configuration of the system according to the first embodiment. The system 10 of the embodiment includes a terminal apparatus 11, a template generating apparatus 12, a configuration control apparatus 13, and a verification apparatus 14. The terminal apparatus 11, the template generating apparatus 12, the configuration control apparatus 13, and the verification apparatus 14 are connected to each other via a network 15 so as to be capable of communicating with each other. In one mode, the network 15 may, for example, be a local area network (LAN), a virtual private network (VPN), or any other communication network regardless of whether they be wired or wireless.

[0015] The terminal apparatus 11 is a computer used by a user who requests generation of a new template and may, for example, be a client computer. The template generating apparatus 12 is a computer that generates templates and may, for example, be a server computer. The configuration control apparatus 13 is a computer that controls configuration control information and may, for example, be a server computer. The verification apparatus 14 is a computer that verifies templates and may, for example, be a server computer.

[0016] The configuration control apparatus 13 stores therein configuration control information of an existing system. The configuration control information includes various types of information related to execution environments in which the existing system operates. Examples of the configuration control information include hardware and an operating system (OS) and other types of software with which the existing system operates, and various types of setting information including IP addresses.

[0017] The template generating apparatus 12 enables various operations to be performed from the terminal apparatus 11 by transmitting image information of various types of operating screens to the terminal apparatus 11 to thereby cause the various types of operating screens to be displayed and by receiving, from the terminal apparatus 11, operating information that indicates a specific operation performed and various types of registered information.

[0018] For example, the template generating apparatus 12 has a plurality of pieces of software information registered from the terminal apparatus 11. The software information is related to templates that have a track record of usage in the operation control of an existing system and software that constitutes the existing system. Each of the templates includes configuration information related to components that constitute each of the existing systems. For example, the template includes scripts used for making various settings related to the components and for operation control including starting and stopping. The template also contains information on, for example, connections of software.

[0019] Exemplarily, the template generating apparatus 12 also receives, from the terminal apparatus 11, an in-
The verification apparatus 14 is capable of controlling, via the network 15, various types of resources 16 including hardware such as a server device, a network device, and a storage device and software such as an application (AP) and middleware (MW). The verification apparatus 14 is capable of building a system through the control of the various types of resources 16 and verifying the template generated by the template generating apparatus 12.

FIG. 2 is a diagram schematically illustrating an exemplary template. A template 20 illustrated in FIG. 2 includes information on Interstage Application Server V10 and Symfoware Server V10 as software that constitutes the system. A link 21 indicates that the Interstage Application Server V10 and the Symfoware Server V10 are connected to each other. The template 20 includes scripts 22 used for operation control, including starting and stopping, of the Interstage Application Server V10 and the Symfoware Server V10.

FIG. 3 is a diagram illustrating an exemplary functional configuration of the template generating apparatus. As illustrated in FIG. 3, the template generating apparatus 12 includes a communication I/F module 30, a storage module 31, and a control module 32.

The communication I/F module 30 is an interface that performs communication control in communications with other apparatuses, for example, the terminal apparatus 11, the configuration control apparatus 13, and the verification apparatus 14. For example, the communication I/F module 30 receives template data and software information of the existing system registered from the terminal apparatus 11. In addition, the communication I/F module 30 receives, from the terminal apparatus 11, an instruction to generate a template to be used for the operation control of a new system, including data related to hardware, software, and other components that constitute the new system. Additionally, the communication I/F module 30 transmits a request for referencing the configuration control information to the configuration control apparatus 13 and receives data on the requested configuration control information from the configuration control apparatus 13. Additionally, the communication I/F module 30 transmits data on the template to be verified to the verification apparatus 14 and receives a verification result from the verification apparatus 14. In one mode, the communication I/F module 30 may, for example, be a LAN card or other network interface card.

The storage module 31 is a storage device that may be a semiconductor memory device such as a flash memory, a hard disk, and an optical disk. The storage module 31 is not, however, limited to the above-cited types of storage devices and may even be a random access memory (RAM) or a read only memory (ROM).

The software information 31b represents stored data indicating software-related information such as the type and the version of each piece of software that constitutes the existing system. As one example of the software information 31b, software information registered through the terminal apparatus 11 and received by the communication I/F module 30 is registered by the registering unit 50 to be described later. As another example, the software information 31b is referenced by a replacing unit 51 to be described later when a versatile script is generated.

The control information 31c represents data that controls, in a tree structure, a script for each of different components and a versatile script that is a common portion of scripts generalized for components of each similar category. As one example of the control information 31c, scripts having information unique to the execution environment replaced by the replacing unit 51 to be described later and versatile scripts generated by a first generating unit 54 to be described later are registered. As another example, the control information 31c is referenced by a calculating unit 56 and a second generating unit 57 to be described later when a template for a new system is generated.

FIG. 4 is a diagram schematically illustrating a configuration of the control information. The example of FIG. 4 illustrates a case in which scripts for the software of an Application Server (AS) and a DataBase (DB) as components that constitute the system are controlled. In the control information 31c, the scripts are controlled in a hierarchical tree structure so that similar components are nodes close to each other. The control information 31c contains a script for each of node components at the lowest rank in the tree structure by associating the script with such a component. The control information 31c also contains a versatile script that is a common portion of scripts generalized of components at lower ranks.
For example, in the example of FIG. 4, an Apache Tomcat (Tomcat), a WebSphere Application Server (WAS), and an Interstage Application Server (IAS) are stored as the AS. In the example of FIG. 4, a Tomcat V6.0 is stored as a version of the Tomcat, a WAS V8 is stored as a version of the WAS, and an IAS V8, an IAS V9, and IAS V10 are stored as versions of the IAS. In the example of FIG. 4, a WAS V8.0 and a WAS V8.1 are stored as minor versions of the WAS V8. In the example of FIG. 4, an IAS V8.0 is stored as a minor version of the IAS V8. In the example of FIG. 4, an IAS V9.1 is stored as a minor version of the IAS V9. In the example of FIG. 4, an IAS V10.0 and an IAS V10.1 are stored as minor versions of the IAS V10.

In the example of FIG. 4, a Relational Data Base (RDB) and a Key Value Store (KVS) are stored as types of the DB. In the example of FIG. 4, a MySQL, a DB2, and a Symfoware Server (Symfoware) are stored as the RDB. In the example of FIG. 4, a MySQL V5.5 is stored as a version of the MySQL and a DB2 V9.7 is stored as a version of the DB2. In the example of FIG. 4, a Symfoware V9 and a Symfoware V10 are stored as versions of the Symfoware. In the example of FIG. 4, a MySQL V5.5.0 and a MySQL V5.5.2 are stored as minor versions of the MySQL V5.5. In the example of FIG. 4, a DB2 V9.7.0 is stored as a minor version of the DB2 V9.7. In the example of FIG. 4, a Symfoware V9.0 and a Symfoware V9.1 are stored as minor versions of the Symfoware V9. In the example of FIG. 4, a Symfoware V10.0 is stored as a minor version of the Symfoware V10.

Reference is made back to FIG. 3. The condition information 31d represents stored data indicating information related to the components that constitute the new system. As one example of the condition information 31d, information that indicates the components constituting the new system is registered by a receiving unit 55 to be described later. As another example, the condition information 31d is referenced by the calculating unit 56 and the second generating unit 57 to be described later when a template for a new system is generated.

The new template data 31e is template data generated for use in the operation control of a new system. As one example of the new template data 31e, information that indicates the components constituting the new system is registered by a verifying unit 58 to be described later.

The control module 32 has an internal memory for storing therein computer programs and control data that specify various types of processing steps. The control module 32 performs various types of processing using the programs and the control data. The control module 32 functions as a specific processor when a corresponding program operates. For example, the control module 32 includes, as illustrated in FIG. 3, the registering unit 50, the replacing unit 51, a controlling unit 52, an specifying unit 53, the first generating unit 54, the receiving unit 55, the calculating unit 56, the second generating unit 57, and the verifying unit 58.

The registering unit 50 assumes a processor that registers various types of data in the storage module 31. The registering unit 50 registers the template data 31a and the software information 31b in the storage module 31. For example, when the communication I/F module 30 receives templates and software information used in the operation control of the existing system registered at the terminal apparatus 11, the registering unit 50 registers the received templates as the template data 31a in the storage module 31. The registering unit 50 also registers the received software information as the software information 31b in the storage module 31 by associating the software information with the received templates.

The replacing unit 51 assumes a processor that replaces data. The replacing unit 51 replaces information unique to an execution environment included in the script included in each of the templates stored as the template data 31a in the storage module 31 with generalized common information. For example, for each of the templates stored as the template data 31a in the storage module 31, the replacing unit 51 reads, from the configuration control apparatus 13 via the communication I/F module 30, configuration control information that indicates a configuration of the system subject to the operation control by the template. The read configuration control information includes various types of information related to the execution environment in which the system operates. The controlling unit 52 then replaces, on the basis of the software information 31b associated with the read configuration control information and the template, the information unique to the execution environment included in the script included in the template with predetermined standard information that is correspondingly generalized. For example, the replacing unit 51 replaces the information unique to the execution environment included in the script with a predetermined character string that indicates standard information according to the type of information.

The controlling unit 52 assumes a processor that controls scripts. The controlling unit 52 controls the scripts that have been subjected to the replacement by the replacing unit 51 and generalized versatile scripts to be described later in a tree structure. For example, the controlling unit 52 extracts scripts for each piece of software from the template for which the replacing unit 51 has replaced the information unique to the execution environment with a predetermined character string. Using the software information 31b, the controlling unit 52 specifies the type and the version of the software to be processed by the extracted script. The replacing unit 51 then
registers the script by associating the script with a node corresponding to the type and the version of the software specified in the control information 31c. Additionally, the controlling unit 52 registers the versatile script generated by the first generating unit 54 to be described later and description variant information by associating the versatile script and the description variant information with a high-rank node relative to a node in which a script as the basis for the versatile script in the control information 31c is registered.

[0038] The specifying unit 53 assumes a processor that specifies various things. The specifying unit 53 specifies a common portion and a non-common portion of the script registered in the control information 31c. If, for example, a script is registered in a lower-rank node with respect to each of an intermediate node and the highest-rank node in the tree structure, the specifying unit 53 specifies the common portion and the non-common portion of the scripts from the lower-rank nodes. Assume, for example, there are scripts for software of the same type and in the same major version, but in different minor versions. The specifying unit 53 compares the scripts in the different minor versions to thereby identify the common portion and the non-common portion in the scripts. Similarly, for the versatile scripts registered in the intermediate nodes, the specifying unit 53 compares the scripts for the nodes of each similar category to thereby identify the common portion and the non-common portion in the scripts of the similar category. Assume, for example, there are versatile scripts for software of the same type and in different major versions. The specifying unit 53 compares the versatile scripts in the different major versions to thereby identify the common portion and the non-common portion in the versatile scripts. It is noted that, if there is one script for lower-rank nodes, the specifying unit 53 specifies, in the script for the lower-rank nodes, a portion that describes information classifying the lower-rank nodes as the non-common portion with the remaining portions specified as the common portion. For example, assume a case in which nodes are hierarchically classified according to the major version and the minor version and a node of the major version has only one minor version node. In this case, the specifying unit 53 specifies, in the script for the minor version node, the portion that describes the information indicating the minor version as the non-common portion with the remaining portions specified as the common portion.

[0039] The first generating unit 54 assumes a processor that generates a versatile script from the specified common portion and non-common portion. The first generating unit 54 generates a general-purpose script that describes a script for the common portions specified by the specifying unit 53 and defines the non-common portions as items indicating description variants. For example, the first generating unit 54 generates a versatile script that extracts the common portions specified by the specifying unit 53 and defines each of the non-common portions as a predetermined character string indicating a corresponding description variant. In addition, for the intermediate node and the highest-rank node, and for the components of each similar category, the first generating unit 54 generates a new versatile script that further generalizes the versatile scripts. The new versatile script extracts the common portions among the versatile scripts and defines each of the non-common portions among the versatile scripts as a predetermined character string indicating a corresponding description variant. Additionally, the first generating unit 54 generates, for each of the non-common portions, description variant information that indicates setting details of the corresponding non-common portion.

[0040] FIG. 5 is a diagram schematically illustrating an exemplary procedure for generating a versatile script from a script for an existing system. The example of FIG. 5 illustrates two scripts 60a and 60b of two existing systems. The script 60a was used for the operation control of software "ASa V9". The script 60b was used for the operation control of software "ASa V10". The example of FIG. 5 further illustrates software information 61a and 61b and execution environment information 62a and 62b of the scripts 60a and 60b, respectively. For example, the software information 61a indicates that the software to be processed by the script 60a has the following particulars: name "ASa V9"; vendor "XYZ"; product family "ASa"; and version "9". The execution environment information 62a indicates that the script 60a has the following particulars: execution environment IP address "192.168.0.10"; host name "hoge"; OS "RHEL (Red Hat Enterprise Linux (a registered trademark)) 5.6"; OS product family "RHEL"; execution environment central processing unit (CPU) "Xeon 3 GHz x 4"; and memory "4 GB".

[0041] The replacing unit 51 retrieves, from the script 60a, information unique to the execution environment stored in the software information 61a and the execution environment information 62a and replaces the information unique to the execution environment included in the script 60a with respective predetermined character strings. Additionally, the replacing unit 51 retrieves, from the script 60b, information unique to the execution environment stored in the software information 61b and the execution environment information 62b and replaces the information unique to the execution environment included in the script 60b with respective predetermined character strings. In FIG. 5, scripts 63a and 63b represent results of the replacement with the standard information. For example, the replacing unit 51 retrieves "XYZ" indicating the vendor and "ASa" indicating the product family from "INSTDIR=/opt/XYZ/ASaV9" described in the script 60a. The replacing unit 51 then replaces "XYZ" with "{{Vendor}}" and "ASa" with "{{Family}}". This replacement results in a changed description of the script 63a that reads "INSTDIR=/opt/{{{Vendor}}}/{{{Family}}}/V9". The embodiment has been described for a case in which the predetermined character strings indicating the standard information are enclosed by triple
curly braces {}. Any other character strings that are not duplicated with keywords used originally by the system or software, such as reserved words, may nonetheless be used.

[0042] The controlling unit 52 registers the replaced script in the control information 31c according to the type and the version of the software to be processed by the script. For example, in FIG. 5, the script 63a is registered in the control information 31c by associating the script 63a with the node of version "V9" of the software "ASa". Similarly, the script 63b in FIG. 5 is registered in the control information 31c by associating the script 63b with the node of version "V10" of the software "ASa".

[0043] The specifying unit 53 compares the script 63a with the script 63b and specifies the common portions and the non-common portions. The first generating unit 54 generates a versatile script that describes the script for the specified common portions and defines the non-common portions as items indicating description variants. The example of FIG. 5 illustrates a versatile script 64 generated through the comparison of the script 63a and the script 63b. The versatile script 64 describes the script for the common portions of the scripts 63a and 63b. The versatile script 64 further describes the non-common portions of the scripts 63a and 63b as items indicating the description variants. In the example of FIG. 5, "{{($1)}}", "{{($2)}}", and "{{($3)}}" indicate the items indicating the description variants. The example of FIG. 5 further illustrates setting details of the non-common portions described in the items indicating the description variants of "{{($1)}}", "{{($2)}}", and "{{($3)}}", stored as description variant information.

[0044] The controlling unit 52 registers the versatile script and the description variant information by associating the versatile script and the description variant information with a high-rank node relative to the node in which the script as the basis for the versatile script in the control information 31c is registered. For example, the controlling unit 52 registers the versatile script 64 and the description variant information of FIG. 5 by associating the versatile script 64 and the description variant information with the high-rank node relative to the nodes in which the scripts 60a and 60b are registered.

[0045] Reference is made back to FIG. 3. The receiving unit 55 assumes a processor that receives various types of instructions. The receiving unit 55 receives, from the terminal apparatus 11, an instruction to generate a template. For example, the receiving unit 55 receives, from the terminal apparatus 11, an instruction to generate a template, together with information indicating hardware, software, and other components that constitute a new system. The receiving unit 55 stores the received information indicating the components that constitute the new system as the condition information 31d in the storage module 31.

[0046] The calculating unit 56 assumes a processor that performs various calculations. If new components are included in the components that constitute the new system stored in the condition information, the calculating unit 56 calculates, with respect to each of the new components, the cost of changing the versatile script generalized from the components of the similar category in the existing system to the script for the new component.

[0047] The following describes calculations of the cost of changing the scripts. FIG. 6 is a diagram for illustrating the calculations of the cost. FIG. 6 illustrates the versatile script 64. The versatile script 64 illustrated in FIG. 6 includes "{{($1)}}" to "{{($3)}}" as the items indicating the description variants. In addition, FIG. 6 illustrates exemplary setting details described in the items indicating the description variants according to the version of V8 to V11.

[0048] The calculating unit 56 specifies, with respect to the items indicating the description variants, a setting detail data item that occurs most frequently as a default. If all setting detail data items are different from each other or a plurality of setting detail data items occur most frequently, the calculating unit 56 specifies the default as being null. In the example of FIG. 6, all setting detail data items are different in the item $1 indicating the description variants, so that the default is specified as being null ("-"). For the item $2 indicating the description variants, "{{(OS)}}" that occurs most frequently is the default. For the item $3 indicating the description variants, "echo..." that occurs most frequently is the default.

[0049] The calculating unit 56 then calculates the cost of changing the script information. For example, the calculating unit 56 adopts the Levenshtein distance calculation method to find the cost of each of the items indicating the description variants as follows on the basis of the cost of insertion or deletion being 1 and the cost of replacement being 2.

- If the setting detail is identical to the default, the calculating unit 56 determines that there is no change and sets the cost to 0.
- If the default is null and the setting detail is any value other than null, the calculating unit 56 determines an insertion and sets the cost to 1.
- If the default is any value other than null and the setting detail is null, the calculating unit 56 determines a deletion and sets the cost to 1.
- If the default differs from the setting detail, the calculating unit 56 determines a replacement and sets the cost to 2.
- If the default is null and a setting detail is set, the calculating unit 56 determines a replacement and sets the cost to 2.

[0050] In the example of FIG. 6, the calculating unit 56 calculates the cost of changing the versatile script 64 to the script for respective versions by adding the cost of changing the items indicating the description variants to setting details for respective versions. For example, to change the versatile script 64 to the script for the version V8, the default is null and a setting detail is set for the item $1 indicating the description variants, so that the.
For each of the versatile scripts registered in the control information, the calculating unit 56 calculates the cost of changing the item indicating the description variants to the information of the script for the lower-rank node. The calculating unit 56 further calculates, for each of the existing systems, the cost of changing the script for the existing system to the script for the new system on the basis of the tree structure specified by the control information. For example, for a new component not included in the existing system, the calculating unit 56 calculates the cost of changing the script for the component of the similar category included in the existing system to the versatile script for a higher-rank node closest to the new component on the basis of the tree structure specified by the control information.

FIG. 7 is a diagram for illustrating calculations of the cost of changing the script for an existing system to a script for a new system. The example of FIG. 7 indicates a numeric value that represents the cost of changing each of the versatile scripts to a script for a lower-rank node in the tree structure. In the example of FIG. 7, dash-single-dot lines 70 indicate combinations of different pieces of software that constitute the existing system. The example of FIG. 7 illustrates that one existing system has a combination of the Tomcat V6.0 and the Symfoware V9.0. The example of FIG. 7 illustrates that another existing system has a combination of the WAS V8.0 and the Symfoware V9.1. The example of FIG. 7 illustrates that still another existing system has a combination of the WAS V8.1 and the DB2 V9.7.0. The example of FIG. 7 illustrates that a further existing system has a combination of the IAS V8.0 and the MySQL V5.5.2. The example of FIG. 7 illustrates that a still further existing system has a combination of the IAS V10.1 and the Symfoware V9.1.

Assume, for example, an instruction is issued to generate a template for a new system that includes as the components thereof the IAS V9.1 and the Symfoware V10.0. In the example of FIG. 7, a broken line 71 indicates the combination of the different pieces of software that constitute the new system.

For each of the existing systems and with respect to a new component not included in the existing system, the calculating unit 56 calculates the cost of changing a script for a component of a similar category of the existing system to a higher-rank versatile script closest to the new component. In the example of FIG. 7, the calculating unit 56 calculates costs of changing the scripts for the components of a similar category of the existing system to a higher-rank versatile script 72 closest to the IAS V9.1 and to a higher-rank versatile script closest to the Symfoware V10.0. For an existing system having a combination of the IAS V10.1 and the Symfoware V9.1, for example, the calculating unit 56 calculates the cost of changing a script 74 for the IAS V10.1 to the versatile script 72 as follows: 35 + 20 = 55. Similarly, the calculating unit 56 calculates the cost of changing a script 75 for the Symfoware V9.1 to the versatile script 73 as follows: 15 + 5 = 20.

FIG. 8 is a diagram illustrating exemplary calculations of the cost of changing the script for each of the existing systems. "AS cost of changing" lists costs of changing the scripts for AS software. "DB cost of changing" lists costs of changing the scripts for DB software. "Total cost" lists sum totals of the AS costs of changing and DB costs of changing. "Priority" represents priority of the existing systems in ascending order of an amount of cost. For example, for an existing having a combination of the IAS V10.1 and the Symfoware V9.1, the cost of changing the script 74 for the IAS V10.1 is "55" and the cost of changing the script 75 for the Symfoware V9.1 is "20". The total cost of changing the scripts for the existing system having the combination of the IAS V10.1 and the Symfoware V9.1 is thus calculated as "75".

Reference is made back to FIG. 3. The second generating unit 57 assumes a processor that generates a template for use in an operation control procedure for a new system. The second generating unit 57 establishes priority for the existing systems in ascending order of the calculated cost. The second generating unit 57 then changes the scripts for the existing systems in order of the priority to thereby generate templates for new systems. For example, for a component identical to a component in an existing system, the second generating unit 57 generates a template using the script for the identical component in the existing system. For any new component not included in the existing system, the second generating unit 57 generates a template using a versatile script that is generalized from the component of a similar category in the existing system and the new component. For example, for any new software, the second generating unit 57 generates a template using the versatile script for the lowest-rank node that is common to the software of the similar category in the existing system and to the new software in the tree structure specified by the control information. In the tree structure illustrated in FIG. 7, for example, when the new software is the Symfoware V10.0 and the software of the similar category in the existing system is the MySQL V5.5.2, the second generating unit 57 generates a template using a versatile script 76. If the script includes a predetermined character string indicating the standard information, the second generating unit 57 replaces the character string with information unique to the execution environment of the new system to thereby generate a template.

FIG. 9 is a diagram schematically illustrating an exemplary procedure for generating a script compatible with a new component from the versatile script. The example of FIG. 9 illustrates the versatile script 64 gener-
alized with respect to the software "ASa". The versatile script 64 includes character strings indicating the standard information, specifically, "{{{Vendor}}}", "{{{Family}}}" and "{{{IPAddr}}}". The versatile script 64 further includes the description variants, specifically, "{{{Vendor}}}", "{{{Family}}}" and "{{{IPAddr}}}".

[0058] On the basis of the information related to the components specified as the new system indicated by the condition information 31d, the second generating unit 57 reads, from the configuration control apparatus 13 via the communication I/F module 30, configuration control information related to the components used in the new system. The read configuration control information includes various types of information related to the execution environment in which the new system operates. FIG. 9 illustrates exemplary execution environment information 80. FIG. 9 further illustrates exemplary software "ASa" information 81. The software "ASa" is specified as the new system.

[0059] The second generating unit 57 replaces the standard information included in the versatile script with the information unique to the execution environment on the basis of the execution environment information 80 and the software "ASa" information 81. For example, the second generating unit 57 replaces each of the character strings indicating the standard information included in the script with corresponding information unique to the execution environment.

[0060] A script 65 illustrated in FIG. 9 represents results of the replacement with the information unique to the execution environment. For example, the second generating unit 57 replaces "{{{Vendor}}}" with "XYZ", "{{{Family}}}" with "ASa", and "{{{IPAddr}}}" with "192.168.0.10". This replacement results in a changed description of the script 65 that reads, for example, "INST-DIR=/opt/XYZ/ASa/". The second generating unit 57 replaces the information unique to the execution environment included in the script with corresponding information unique to the execution environment.

[0061] In addition, the second generating unit 57 replaces the items indicating the description variants included in the script with information corresponding to the software. For example, the second generating unit 57 replaces "{{{Vendor}}}" with "XYZ", "{{{Family}}}" with "ASa", and "{{{IPAddr}}}" included in the script 65 with the information corresponding to the software. The information corresponding to the software to be set in the items indicating the description variants may be specified by the user from the terminal apparatus 11 or set as description variant information in advance by, for example, an administrator. The information corresponding to the software may even be set through an estimation made from information on another version of the same software. For example, if the information of the items indicating the description variants of each version is the same as the version information, the version information of the new software may be set. Alternatively, the information corresponding to the software may be default information stored in the description variant information.

[0062] A script 66 illustrated in FIG. 9 represents results of the information corresponding to the software having been set in the items indicating the description variants. For example, the second generating unit 57 replaces "{{{Vendor}}}", "{{{Family}}}" and "{{{IPAddr}}}" included in the script 65 with the information corresponding to the version V8. This replacement results in a changed description of the script 66 that reads, for example, "INST-  

[0063] The second generating unit 57 generates the template that describes the script 66 for the new system.

[0064] Reference is made back to FIG. 3. The verifying unit 58 assumes a processor that verifies the generated script. The verifying unit 58 verifies the generated script using the verification apparatus 14. The verifying unit 58 causes the verification apparatus 14 to execute the generated template to thereby determine whether the template operates correctly and whether a predetermined level of performance is obtained. If a problem is noted as a result of the verification made by the verifying unit 58, the second generating unit 57 generates a template from the script of the existing system having a second highest priority.

[0065] As described above, the template generating apparatus 12 can identify a specific portion in the script requiring a correction by generating a versatile script including the common portions of the script of the existing system and defines the non-common portions of the script as the items indicating description variants. The template generating apparatus 12 can thereby generate a template suitable for automating the operation control procedure even with a new system, by generating a template using the script for the existing system and the versatile script for the new component.

[0066] The scripts for the existing systems, having a track record of usage, offer high reliability. Thus, by changing the scripts for the existing systems in ascending order of the amount of cost of changing therefrom to generate a template for a new system, a template that tends to operate in a stable manner can be generated. Additionally, verifying the generated template enables generation of stably operating templates.

[0067] The following describes a registration process through which the template generating apparatus 12 according to the embodiment registers a script included in a template for an existing system in the control information 31c. FIG. 10 is a flowchart illustrating steps for the registration process. The registration process is performed when, for example, terminal data and software information of an existing system registered from the terminal apparatus 11 is received.

[0068] As illustrated in FIG. 10, the registering unit 50 registers the received template data and software information as the template data 31a and the software information 31b in the storage module 31 (S10). The replacing unit 51 replaces the information unique to the execution environment included in the script described in each template stored as the template data 31a in the storage module 31 with a predetermined character string indicating corresponding standard information (S11). The controlling unit 52 extracts the script for each piece of software...
from the replaced template (S12). The controlling unit 52 determines whether processes for all extracted scripts are completed (Yes at S13). If the processes for all scripts are completed (Yes at S13), the process is terminated.

[0069] If the processes for all scripts are yet to be completed (No at S13), the controlling unit 52 selects a script from among the scripts yet to be processed (S14). The controlling unit 52 specifies the type and the version of the software to be processed by the selected script on the basis of the software information 31b and registers the script by associating the script with the lowest-rank node corresponding to the specified type and version of the software (S15).

[0070] The controlling unit 52 determines whether the current node in which the script has been registered is the highest-rank node (S16). If the current node is the highest-rank node (Yes at S16), the above-described step of S13 is performed.

[0071] If the current node is not the highest-rank node (No at S16), the controlling unit 52 performs a process for a higher-rank node relative to the current node (S17). The specifying unit 53 specifies common portions and non-common portions in the script of the lower-rank node (S18). The first generating unit 54 generates a versatile script that describes a script for the common portions specified by the specifying unit 53 and defines the non-common portions as items indicating description variants (S19). The controlling unit 52 then registers the versatile script and, if the items indicating description variants are specified, description variant information by associating the versatile script and the description variant information with the current node for the control information 31c (S20) and performs the above-described step of S16.

[0072] The following describes a generation process through which the template generating apparatus 12 according to the embodiment generates a template for a new system. FIG. 11 is a flowchart illustrating steps for the generation process. The generation process is performed when, for example, an instruction to generate a template is received from the terminal apparatus 11 together with information indicating components that constitute the new system.

[0073] As illustrated in FIG. 11, for each of the versatile scripts, the calculating unit 56 calculates the cost of changing the item indicating the description variants to the information of the lower-rank script (S30). The calculating unit 56 further calculates, for each of the existing systems, the cost of changing the script for the existing system to the script for the new system (S31).

[0074] The second generating unit 57 establishes priority for the existing systems in ascending order of the calculated cost (S32). The second generating unit 57 then changes the scripts for the existing systems in order of the priority and generates a template for the new system by replacing the standard information included in the script with information unique to the execution environment (S33).

[0075] The verifying unit 58 causes the verification apparatus 14 to execute the generated template and verifies the template operates correctly and that a generated system achieves a predetermined level of performance (S34). With a result of the verification made by the verification apparatus 14, the verifying unit 58 determines whether the script operates correctly and the generated system achieves the predetermined level of performance (S35). If the script does not operate correctly or the predetermined level of performance is not achieved (No at S35), the above-described step of S33 is performed. If the script operates correctly and the predetermined level of performance is achieved (Yes at S35), the generated template is stored in the storage module 31 (S36) and the process is terminated.

[0076] As described above, the template generating apparatus 12 specifies, from a plurality of templates that describe scripts related to each of components constituting an existing system, common portions and non-common portions of the scripts for components of each similar category. The template generating apparatus 12 generates, for the components of each similar category, a versatile script that describes the specified common portions and defines the non-common portions as items indicating description variants. The template generating apparatus 12 then generates a template for a new system using, for a component identical to a component in the existing system, the script for the identical component in the existing system and using, for a new component, the versatile script of an similar category. The template generating apparatus 12 can thereby generate a template suitable for the new system.

[0077] The template generating apparatus 12 causes the storage module 31 to store therein the control information 31c that controls, in a tree structure, a versatile script and a script for the existing system for components of each similar category. The template generating apparatus 12 calculates, for each of existing systems, the cost of changing a script for the existing system to a script for a new system on the basis of the tree structure specified by the control information 31c. The template generating apparatus 12 establishes priority for the existing systems in ascending order of the calculated cost. The template generating apparatus 12 generates a template in order of the priority using, for a component identical to a component in the existing system, the script for the component of the existing system and using, for any new component, a versatile script. The template generating apparatus 12 verifies operations performed using the generated template. The template generating apparatus 12 can thereby generate a template that operates in a stable manner.

[0078] On the basis of software information related to the software that constitutes a system and the configuration control information related to the system, the template generating apparatus 12 replaces information unique to the execution environment included in the script having a track record of usage with respective pieces of predetermined standard information. The template gen-
erating apparatus 12 then specifies common portions and non-common portions of the script for the components of each similar category from a plurality of templates, each having standard information with which the information unique to the execution environment has been replaced. The template generating apparatus 12 replaces the standard information, if included in the script, with the information unique to the execution environment of the new system, thereby generating a template. This arrangement enables the template generating apparatus 12 to generate a versatile script that allows information unique to the execution environment, even if included in the script, to be changed to information suitable for the execution environment. In addition, the template generating apparatus 12 replaces, when generating a template, the standard information included in the script with the information unique to the execution environment of the new system, so that the template generating apparatus 12 can generate a template suitable for the execution environment of the new system.

[b] Second Embodiment

[0079] While the disclosed apparatus has been described for one embodiment, the technique disclosed herein may be embodied in various other forms. The following describes another embodiment in which the present invention may be embodied.

[0080] While the above embodiment has been described for a case in which priority is established in ascending order of the cost of changing from the existing system and the templates are generated in order of the priority before being verified, the disclosed apparatus is not limited to this. For example, the template generating apparatus 12 doesn’t have to verify a generated template. For example, the template generating apparatus 12 may generate a template by finding an existing system that costs less in changing and using the script for the existing system for a component identical to a component in the existing system and the versatile script for any new component. Thus, by generating a template for the new system using the versatile script for the closest node for the new component, the template generating apparatus 12 can generate a template suitable for the new system.

[0082] While the above embodiment has been described for a case in which the configuration control information that indicates the configuration of the existing system is read from the configuration control apparatus 13, the disclosed apparatus is not limited to this. The template generating apparatus 12 may instead store the configuration control information that indicates the configuration of the existing system in the storage module 31.

[0083] While the above embodiment has been described for a case in which the software information on the software that constitutes the existing system is transmitted from the terminal apparatus 11, the disclosed apparatus is not limited to this. The template generating apparatus 12 may instead read the software information on the existing system from an external device.

[0084] While the above embodiment has been described for a case in which the script that controls software is generated, the disclosed apparatus is not limited to this. The script that controls hardware can be similarly generated.

[0085] The components of each of the apparatuses illustrated in the drawings are only functionally conceptual and do not necessarily need to be configured physically as illustrated in the drawings. Specifically, a specific distributed or integrated state of each apparatus is not limited to what is illustrated in the drawings and the components of each apparatus may, in whole or in part, be functionally or physically distributed or integrated in any units depending on, for example, their load or use condition. For example, the processing portions of the registering unit 50, the replacing unit 51, the controlling unit 52, the specifying unit 53, the first generating unit 54, the receiving unit 55, the calculating unit 56, the second generating unit 57, and the verifying unit 58 illustrated in FIG. 3 may be integrated as appropriate. Additionally, each processing function performed by each of the processing portions can be achieved, in whole or in any part, by a central processing unit (CPU) and a computer program interpreted and executed by the CPU, or wired logic hardware.

Template Generating Program

[0086] The various types of processing described with reference to the above embodiments can also be achieved by a previously prepared program being executed on a computer system such as a personal computer and a workstation. The following describes an exemplary computer system that executes a computer program having functions identical to the functions of the above embodiments. FIG. 12 is a diagram illustrating a computer that performs a template generating program.

[0087] As illustrated in FIG. 12, a computer 300 in-
includes a CPU 310, a read only memory (ROM) 320, a hard disk drive (HDD) 330, and a random access memory (RAM) 340. The CPU 310, the ROM 320, the HDD 330, and the RAM 340 are connected to each other via a bus 400.

The ROM 320 has a template generating program 320a stored in advance therein. The template generating program 320a exhibits a function identical to the function of each processing portion of the above embodiments. For example, the template generating program 320a is stored, which exhibits functions identical to the functions of the registering unit 50, the replacing unit 51, the controlling unit 52, the specifying unit 53, the first generating unit 54, the receiving unit 55, the calculating unit 56, the second generating unit 57, and the verifying unit 58 according to the first embodiment. The template generating program 320a may be separated as appropriate.

The HDD 330 stores therein various types of data. For example, the HDD 330 stores therein the OS and various types of data used for generating templates.

The CPU 310 reads the template generating program 320a from the ROM 320 and executes the template generating program 320a to thereby perform operations identical to the operations performed by the processing portions according to the first embodiment. Specifically, the template generating program 320a performs operations identical to the operations performed by the registering unit 50, the replacing unit 51, the controlling unit 52, the specifying unit 53, the first generating unit 54, the receiving unit 55, the calculating unit 56, the second generating unit 57, and the verifying unit 58 according to the first embodiment.

The template generating program 320a does not necessarily need to be stored in the ROM 320 in advance. The template generating program 320a may instead be stored in the HDD 330.

For example, the program may be stored in a "portable physical medium", such as a flexible disk (FD), a compact disc read only memory (CD-ROM), a digital versatile disc (DVD), a magneto-optical disk, and an IC card inserted into the computer 300, and the computer 300 may read the program therefrom and execute the program.

Alternatively, the program may be stored in, for example, "another computer (or server)" connected to the computer 300 via a public network, the Internet, a LAN, or a WAN, and the computer 300 may read the program therefrom and execute the program.

[Explanation of Reference]

1. A template generating program that causes a computer to execute:

   specifying common script portions and non-common script portions, from a plurality of templates for each of a plurality of categories, each of the plurality of templates include scripts related to components constituting a system, the plurality of categories being grouped by similarity of kind of the components;

   generating a plurality of versatile scripts for the plurality of categories, respectively, each of the plurality of versatile scripts including the specified common portions and defining the non-common portions as items indicating description variants; and

   generating a template for a new system combining, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for a new component, the versatile script of a similar category.

2. The template generating program according to claim 1, causing a computer to further execute:

   causing a storage module to store therein control information that controls, in a tree structure, the versatile script and the script for the existing system for components of each similar category; and

   calculating, for each of existing systems, a cost of changing a script for the existing system to a
script for a new system on a basis of the tree structure specified by the control information, wherein the generating generates the template by finding an existing system estimated to cost less at the calculating and using, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for any new component, the versatile script generalized from a component of a similar category in the existing system and the new component.

3. The template generating program according to claim 2, wherein the generating generates the template by establishing priority for the existing systems in ascending order of the calculated cost and, in order of the priority, using, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for any new component, the versatile script generalized from a component of a similar category in the existing system and the new component, the template generating program causing a computer to further execute:

verifying an operation of the generated template.

4. The template generating program according to any one of claims 1 to 3, causing a computer to further execute:

on a basis of software information relating to software that constitutes the system and configuration control information relating to the system, replacing information unique to an execution environment included in the script of the existing system with respective pieces of predetermined standard information, wherein the specifying specifies common portions and non-common portions of the script for the components of each similar category from a plurality of templates, each of the templates having the standard information with which the information unique to the execution environment has been replaced, and the generating replaces the standard information, when included in the script, with the information unique to the execution environment of the new system to thereby generate a template.

5. A template generating method that causes a computer to execute:

specifying common script portions and non-common script portions from a plurality of templates for each of a plurality of categories, each of the plurality of templates include scripts related to components constituting a system, the plurality of categories being grouped by similarity of kind of the components; generating, for the components of each similar category, a versatile script that describes the specified common portions and defines the non-common portions as items indicating description variants; and generating a template for a new system combining, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for a new component, the versatile script of a similar category.

6. A template generating apparatus comprising:
an specifying unit that specifies common script portions and non-common script portions from a plurality of templates for each of a plurality of categories, each of the plurality of templates include scripts related to components constituting a system, the plurality of categories being grouped by similarity of kind of the components; a first generating unit that generates a plurality of versatile scripts for the plurality of categories, respectively, each of the plurality of versatile scripts including the specified common portions and defining the non-common portions as items indicating description variants; and a second generating unit that generates a template for a new system combining, for a component identical to a component in the existing system, the script for the identical component in the existing system and, for a new component, the versatile script of a similar category.
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#! /usr/bin/env sh
INSTDIR=/opt/[[Vendor]]/[[Family]]/[[Vendor]]/
[ -x $INSTDIR ] &&
$INSTDIR/bin/start.sh
"[[IPAddr]]" "$2"
"[[S3]]"

**FIG. 6**

<table>
<thead>
<tr>
<th>COST OF CHANGING</th>
<th>3</th>
<th>5</th>
<th>2</th>
<th>2</th>
</tr>
</thead>
</table>

**DESCRIPTION VARIANT ITEMS**

<table>
<thead>
<tr>
<th></th>
<th>V8</th>
<th>V9</th>
<th>V10</th>
<th>V11</th>
<th>DEFAULT</th>
</tr>
</thead>
<tbody>
<tr>
<td>$1</td>
<td>V8</td>
<td>V9</td>
<td>V10</td>
<td>V11</td>
<td>-</td>
</tr>
<tr>
<td>$2</td>
<td>(NULL)</td>
<td>[[OS Family]]</td>
<td>5</td>
<td>[[OS]]</td>
<td>[[OS]]</td>
</tr>
<tr>
<td>$3</td>
<td>echo...</td>
<td>(NULL)</td>
<td>echo...</td>
<td>echo...</td>
<td>echo...</td>
</tr>
</tbody>
</table>
### FIG.8

<table>
<thead>
<tr>
<th>EXISTING SYSTEM COMBINATIONS</th>
<th>AS COST OF CHANGING</th>
<th>DB COST OF CHANGING</th>
<th>TOTAL COST</th>
<th>PRIORITY</th>
</tr>
</thead>
<tbody>
<tr>
<td>IAS V10.1/Symfo V9.1</td>
<td>55</td>
<td>20</td>
<td>75</td>
<td>1</td>
</tr>
<tr>
<td>Tomcat V6.0/Symfo V9.0</td>
<td>75</td>
<td>15</td>
<td>90</td>
<td>2</td>
</tr>
<tr>
<td>WAS V8.0/Symfo V9.1</td>
<td>75</td>
<td>20</td>
<td>95</td>
<td>3</td>
</tr>
<tr>
<td>WAS V8.1/DB2 V9.7.0</td>
<td>70</td>
<td>90</td>
<td>160</td>
<td>4</td>
</tr>
<tr>
<td>IAS V8.0/MySQL V5.5.2</td>
<td>50</td>
<td>115</td>
<td>165</td>
<td>5</td>
</tr>
</tbody>
</table>
FIG. 9

DESCRIPTION VARIANT ITEMS

|   | V8 | V9 | V10 | ...
|---|----|----|-----|-----
| $1 | ? => V8 | V9 | V10 |
| $2 | ? => RHEL 5 | (((OS Family))) 5 | (((OS))) |
| $3 | ? => (NULL) | (NULL) | echo... |

# /usr/bin/env sh
INSTDIR=opt/XYZ/ASa/

[ -x $INSTDIR ]

$ INSTDIR/bin/start.sh

(((IPAddr))) ((($2)))

(((($3)))

64

Name: ASa V8
Vendor: XYZ
Family: ASa
Version: 8
...

IPAddr: 192.168.0.10
host: hoge
OS: RHEL 5.6
OS Family: RHEL
CPU: Xeon 3GHz x 4
MEM: 4GB
...

61

60

65

66

64
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PROCESS HIGHER-RANK NODE \( \sim S_{17} \)

SPECIFY COMMON PORTIONS AND NON-COMMON PORTIONS \( \sim S_{18} \)

GENERATE VERSATILE SCRIPT \( \sim S_{19} \)

REGISTER VERSATILE SCRIPT AND DESCRIPTION VARIANT INFORMATION IN NODE \( \sim S_{20} \)

END
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CALCULATE COST OF CHANGING FOR EACH VERSATILE SCRIPT \textcircled{S30}

CALCULATE COST OF CHANGING FOR EACH EXISTING SYSTEM \textcircled{S31}

ESTABLISH PRIORITY \textcircled{S32}

GENERATE TEMPLATE FOR NEW SYSTEM \textcircled{S33}

VERIFY USING GENERATED TEMPLATE \textcircled{S34}

IS VERIFICATION OK? \textcircled{S35}

NO
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SAVE TEMPLATE \textcircled{S36}
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