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Description

Field of the Invention

[0001] The present invention relates to a system for controlling the rebooting of a device such as a computer.

Background

[0002] Computers and similar devices may require significant time to reboot or initialize themselves when powered-up or otherwise restarted. Computers that must receive large amounts of data over a communication link (such as a network) may experience greater delays when rebooting if the communication link is slow or congested due to other traffic on the link. For example, an inexpensive computer coupled to a network may receive its operating system and related files as well as application programs and other data from a server coupled to the network. This type of computer may be referred to as a “network-booted computer” and does not require a disk drive or other mass storage device for storing an operating system, application programs, and the like. Thus, each time the computer is rebooted, the operating system and related files are transmitted from the server to the computer across the network. The operating system and related files may be large in relation to the available transmission capacity of the network. The time required to transmit the operating system across the network is further increased if the network already has a high traffic volume or if multiple computers are rebooted at approximately the same time.

[0003] For example, a typical delay when rebooting a network-booted computer may be approximately 20-30 seconds when the network is not congested and other network-booted computers are not rebooted at the same time. However, as network traffic levels increase, the rebooting time also increases. For example, when the network is congested or several computers are rebooted at the same time, the time to reboot a particular computer may be several minutes. In certain situations, if network congestion is severe, a time-out mechanism may cause the computer booting procedure to fail. In this situation, the user must reboot the computer again and wait for the operating system and related files to be transferred across the network. Thus, the time required to reboot such computer systems is unpredictable.

[0004] During operation of a computer or similar device, certain errors or other faults may occur that require rebooting of the computer or device. This type of rebooting may be referred to as a “warm reboot” because the computer is already powered-up. In these situations, the operating system is already stored in the computer as a result of the initial booting of the computer. However, known systems perform a reboot similar to an initial boot by causing the entire operating system and related files to be transferred again to the computer. This repeated copying of the operating system and related files increases the time during which the computer is unavailable and increases the traffic on the network.

[0005] Other known systems use a non-volatile memory such as a Flash Read-Only Memory (Flash ROM) to store the operating system and related files in a network-booted computer. Since the Flash ROM is non-volatile, the operating system and related files are not reloaded when the system is rebooted. However, Flash ROM systems require special-purpose hardware (the Flash ROM) in addition to conventional Random Access Memory (RAM). Furthermore, these Flash ROM systems require additional software to update the contents of the Flash ROM and require additional control circuitry for controlling the operation of the Flash ROM. The additional software and control requirements for a computer system using Flash ROM increases the cost and complexity of the system.

[0006] It is therefore desirable to provide a system for quickly rebooting a computer without requiring the additional cost and complexity associated with systems using Flash ROMs.

SUMMARY OF THE INVENTION

[0007] Embodiments of the present invention provide a system for controlling the rebooting of a device such as a computer. When a warm reboot is triggered, the invention provides a mechanism for determining whether a valid copy of the operating system and related files are already stored in a memory device in the computer. The system avoids reloading the entire operating system if a valid copy of the operating system is already stored in the computer. The system does not require the additional cost and complexity associated with systems using Flash ROMs. This is particularly important in cost-sensitive devices such as network-booted computers and other network-booted devices.

[0008] An embodiment of the present invention provides a system that reboots the computer using the operating information stored in the memory device if the memory device contains a valid copy of the operating information. If the memory device does not contain a valid copy of the operating information, then the computer is rebooted by reloading the operating information into the memory device.

[0009] Another aspect of the invention determines whether the memory device contains a valid copy of the operating information by calculating a checksum for the operating information stored in the memory device and comparing the checksum to a previously calculated checksum.

[0010] Another feature of the invention reboots the computer by reloading the operating information across a network coupled to the computer if the memory device does not contain a valid copy of the operating information.

[0011] A further aspect of the invention copies a snapshot of initialized data back to an initialized data location...
in the memory device.

A particular embodiment of the invention provides an operating system based on the JAVA™ programming language environment and a computer capable of executing JAVA program codes.

BRIEF DESCRIPTION OF THE DRAWINGS

The present invention is illustrated by way of example in the following drawings in which like references indicate similar elements. The following drawings disclose various embodiments of the present invention for purposes of illustration only and are not intended to limit the scope of the invention.

Figure 1 illustrates an exemplary arrangement of multiple computers and multiple servers coupled together in a network environment.

Figure 2 illustrates an embodiment of a network-booted computer capable of utilizing the teachings of the invention.

Figure 3 illustrates a particular embodiment of a server capable of communicating with various computers and servers coupled to a network.

Figure 4 illustrates an embodiment of a configuration used to store data in a memory device.

Figure 5 is a flow diagram illustrating an embodiment of a procedure for booting a computer.

Figure 6 is a flow diagram illustrating an embodiment of a procedure for warm booting a computer.

Figure 7 illustrates an embodiment of a Read-Only Memory (ROM) contained in a computer.

DETAILED DESCRIPTION

The following detailed description sets forth numerous specific details to provide a thorough understanding of the invention. However, those skilled in the art will appreciate that the invention may be practiced without these specific details. In other instances, well-known methods, procedures, protocols, components, and circuits have not been described in detail so as not to obscure the invention.

Embodiments of the present invention are related to a system for controlling the rebooting of a device such as a computer. For example, when a warm reboot is triggered, the system determines whether a valid copy of the operating system (OS) is already stored in a memory device in the computer. If a valid copy of the OS is stored in the memory device, then the system uses the existing copy rather than unnecessarily copying the entire OS and related files from a remote location. In the example of a network-booted computer, the invention may significantly reduce the time required to reboot the computer. Furthermore, the invention may reduce the traffic on the network caused by copying the entire OS and related files across the network.

Although particular embodiments of the invention will be discussed with reference to a network-booted computer, those of ordinary skill in the art will appreciate that the present invention may be utilized with any type of device, including non-network-booted devices. The teachings of the invention may be applied to any device receiving operating information or other data from a source or a communication link that may become congested or otherwise limit the rate at which information is communicated to the device. The congestion on the communication link may be a result of other data flowing on the link or the capacity of the link relative to the amount of information to be transmitted (e.g., a slow communication link transmitting a large amount of data).

Servers 12 and 14 shown in Figure 1 are capable of receiving and distributing data across communication link 16. Similarly, computers 18-22 may be any type of computer system including a network-booted computer. A network-booted computer is generally a relatively simple device that receives its operating system and related files from a server coupled to the network. The operating system and related files may be collectively referred to as "operating information."

Figure 2 illustrates an embodiment of a network-booted computer 24 capable of utilizing the teachings of the present invention. Network-booted computer 24 includes a processor 26 capable of executing instructions to control the operation of computer 24. A network interface 28 is coupled between processor 26 and network communication medium 16, and provides a mechanism for coupling computer 24 to a network. A Read-Only Memory (ROM) 30 and a Random Access Memory (RAM) 32 are coupled to processor 26 and are capable of storing information used by processor 26. ROM 30 stores information necessary to boot (or initialize) computer 24 at power-up. This boot information may include a basic set of instructions for establishing communica-
tion with a network through network interface 28. The boot information may also include instructions for initializing the components in computer 24 and requesting the loading of an OS and related files from a server coupled to the network. As discussed in greater detail below, RAM 32 stores the OS and related files as well as other data and variables used by processor 26.

[0020] Computer 24 shown in Figure 2 also includes a keyboard 34, a video display 36 and a pointing device 38. These devices are shown in Figure 2 as being coupled directly to processor 26. Alternatively, keyboard 34, video display 36, and pointing device 38 may be coupled to an interface or other mechanism that is coupled to processor 26. Note that computer 24 does not include a disk drive or other long term storage device, a printer, or separate Input/Output (I/O) ports. To minimize cost and complexity, these components are not typically included in a network-booted computer. Instead, the computer downloads its operating system and related files across the network from a server. Similarly, the computer downloads application programs and other data across the network from a server. Although the embodiment of computer 24 shown in Figure 2 does not include a disk drive, printer, or I/O ports, those skilled in the art will appreciate that alternate embodiments of a computer may include any or all of these components.

[0021] In a particular embodiment of the invention, network-booted computer 24 uses an operating system based on the JAVA™ programming language environment developed by Sun Microsystems™ Inc. of Mountain View, California. Sun, Sun Microsystems, the Sun logo, and JAVA are trademarks or registered trademarks of Sun Microsystems Inc. in the United States and other countries. JAVA is an object-oriented and architecture-neutral programming language environment. Thus, while other computer languages must be compiled for a particular processor, JAVA programs are interpreted such that a single JAVA program may be used with a variety of processors. Alternatively, JAVA programs may be compiled using a just-in-time (JIT) compiler. The JIT compiler converts the JAVA code to the processor's native code shortly before the compiled code is needed by the processor. JAVA programs and JAVA-based operating systems may be executed on any computer platform that supports a JAVA virtual machine (the JAVA virtual machine executes JAVA byte-codes).

[0022] Figure 3 illustrates a particular embodiment of a server capable of communicating with various computers and servers coupled to a network. The server of Figure 3 may communicate with other computers by transmitting and receiving information across the network. Additionally, the server may store information for distribution to computers and other servers coupled to the network. This stored information may include operating systems and related files, application programs, and other files used by the server or other computers coupled to the network.

[0023] The components shown in Figure 3 are provided by way of example, and certain components may be deleted for a particular implementation of the invention. Figure 3 illustrates a system bus 40 to which the server components are coupled. A processor 42 performs the processing tasks required by the server. An Input/Output (I/O) device 44 is coupled to bus 40 and provides a mechanism for communicating with other devices coupled to the server. A ROM 46 and a RAM 48 are coupled to bus 40 and provide a storage mechanism for various data stored and used by the server. Although ROM 46 and RAM 48 are shown coupled to bus 40, in alternative embodiments of the invention, ROM 46 and RAM 48 may be coupled directly to processor 42.

[0024] A video display 50 is coupled to bus 40 and displays various information and data to the network administrator or user of the server. A disk drive 52 is coupled to bus 40 and provides for the long-term mass storage of information. A keyboard 54 and pointing device 56 are coupled to bus 40 and provide mechanisms for entering information and commands to the server. A printer 58 is coupled to bus 40 and capable of creating a hard copy of information generated or stored by the server. A network interface 58 is coupled between bus 40 and network communication medium 16. Network interface 58 provides a mechanism for transferring information between the server and other devices and computers coupled to network communication medium 16.

[0025] Figure 4 illustrates an embodiment of a configuration used by a computer to store data in a memory device 62 located within the computer. The configuration of the data shown in Figure 4 represents one possible configuration of memory device 62. The types of data shown in Figure 4 are for illustration purposes only, and represent one possible set of data types. Additionally, the size of the various memory regions in memory device 62 are not drawn to scale. Those skilled in the art will appreciate that various configurations may be used to store various types of data in memory device 62. In a particular embodiment of the invention, memory device 62 is a RAM.

[0026] As shown in Figure 4, memory device 62 includes various memory regions (64-76) for storing various types of data. The memory regions 64-76 do not have fixed boundaries or fixed sizes. Instead, memory regions 64-76 are established during booting of the computer to store the necessary operating system information and other data. Memory region 64 of memory device 62 contains Read-Only Data. This Read-Only Data may include the operating system instructions (e.g., machine code) and other data that is not changed during the operation of the computer. To prevent accidental modification of these system instructions, the data is marked as read-only. Marking the data as read-only may be accomplished by a Memory Management Unit (MMU) or similar mechanism for managing a memory device. A MMU may be located in a processor or a separate component of the computer.

[0027] Memory device 62 also includes memory re-
region 66 that contains Read-Write Initialized Data. This Read-Write Initialized Data may include variables and other data that is initialized during the compilation of the operating system or during the initial booting of the computer. The Read-Write Initialized Data may include, for example, the addresses of peripheral devices or the default values associated with peripheral devices. The Read-Write Initialized Data may be updated during operation of the computer.

[0028] Memory device 62 also includes memory region 68 that contains Uninitialized Data. The Uninitialized Data may include the initial operating system stack segment, and variables or other data that do not have values assigned during the initial booting of the computer. During the initial booting and subsequent rebooting of the computer, memory region 68 is set aside by the memory manager in the ROM for future use by variables and other data. During operation of the computer system, variables and other data may be added to or removed from memory region 68.

[0029] Memory device 62 also includes memory region 70 that contains Snapshot data. The Snapshot data includes a copy of the Read-Write Initialized Data (stored in memory region 66). As discussed in greater detail below, the Snapshot data is created after the initial booting of the computer system and may be copied back to memory region 66 during subsequent rebooting of the computer system. Although Figure 4 illustrates the Snapshot data stored in memory device 62, the Snapshot data may, alternatively, be stored in a separate memory device.

[0030] Memory region 72 contains Checksum Values used during subsequent rebooting to determine whether the data contained in a particular memory region is valid. A separate checksum value may be calculated for each memory region 64 and 66, or a single checksum value may be calculated for both memory regions.

[0031] In an embodiment of the invention, checksum values are calculated for memory region 64 (Read-Only Data) and memory region 66 (Read-Write Initialized Data). Alternatively, checksum values may be calculated for memory regions 64 and 70 (Snapshot data). The checksum values are calculated upon completion of the initial booting of the computer. During subsequent rebooting of the computer, the checksum values stored in memory region 72 are used to determine whether memory regions 64 and 66 contain data that matches the data stored in those regions during initial booting of the computer. Those skilled in the art will appreciate that various procedures may be used to calculate the checksum values. Furthermore, various numbers of checksum bits may be used based on the level of confidence desired by the user or system administrator.

[0032] Memory device 62 also includes memory region 74 that contains device memory for direct memory access (DMA) and memory region 76 that contains the heap. Although the device memory for DMA is illustrated as one memory region, alternate embodiments may include several different memory regions.

[0033] Figure 5 is a flow chart illustrating an embodiment of a procedure for booting a computer at power-up (also referred to as "cold booting") and testing for subsequent boot triggers. At step 80, the computer is powered-up or cold booted. At step 82, a ROM in the computer (often referred to as the "boot ROM") performs various initialization functions. These initialization functions include device discovery, device initialization, and initialization of the memory manager or MMU. The initialization functions may also include determining the boot server for the booting device.

[0034] At step 84, the operating system and related files are transferred, for example, from a server to the computer across a network. The transfer of the OS and related files may be initiated when the boot ROM requests a copy of the OS from the boot server. Since the OS and related files are typically large (e.g., 4 Megabytes or larger), the time required for this initial transfer of the OS and related files will vary with the level of network traffic and available network resources. The OS and related files may include the kernel, class files or object files, networking code, windowing and graphics code, device drivers, fonts, graphic images, icons, help files, and similar files used during the operation of the computer. As the OS and related files are transferred to the computer, the memory manager establishes the various memory regions 64-76 (Figure 4) as needed. In a particular embodiment of the invention, the entire OS and all related files are transferred at the same time. In alternate embodiments of the invention, the primary OS files are transferred when booting and the remaining files are transferred periodically or as needed.

[0035] After the OS and related files are transferred to the computer, step 86 of Figure 5 creates a copy of the Read-Write Initialized Data, stored in memory region 66, and stores the copy (or Snapshot) in memory region 70. This Snapshot is used during subsequent rebooting of the computer, as discussed below with reference to Figure 6.

[0036] Step 88 calculates a checksum value for the memory regions storing the Read-Only Data (region 64) and the Snapshot Data (region 70). Alternatively, step 88 may calculate a checksum value for memory regions 64 and 66, because memory regions 66 and 70 contain the same data at this stage of the initialization procedure. As discussed above, the Read-Only Data contains the OS code and other data that does not change during the operation of the computer. A single checksum value may be calculated for both memory regions 64 and 70, or separate checksum values may be calculated for each region. At step 90, the memory regions storing the OS and the Snapshot (regions 64 and 70) are marked as read-only by the memory manager. Marking regions 64 and 70 as read-only prevents accidental modification of the data stored in the regions. Thus, steps 88 and 90 both provide protection for the data in memory regions 64 and 70. If a particular computer does not have a
memory manager for marking memory regions as read-only, the checksum values calculated in step 88 will provide a mechanism for determining whether the data in region 64 or 70 has changed since initial booting of the computer.

[0037] Step 92 of Figure 5 determines whether a cold boot was triggered. A cold boot may be triggered by the user of the computer or by the OS upon detection of a significant error or fault. If a cold boot trigger is identified at step 92, the procedure branches to step 82 and repeats the cold boot procedure. If a cold boot is not identified at step 92, the procedure continues to step 94 to determine whether a warm boot was triggered. A warm boot may be triggered by the user of the computer or by the OS upon detection of an error condition. The user may trigger a warm boot by activating a predefined sequence of keys. The OS may trigger a warm boot if the OS detects an attempt to write to ROM or an attempt to access unmapped memory.

[0038] If a warm boot is not triggered at step 94, the procedure returns to step 92 to test for a cold boot trigger. If a warm boot is triggered at step 94, the procedure continues to step 96 where the warm boot procedure is performed. This warm boot procedure is discussed below in Figure 6.

[0039] In an embodiment of the invention, a warm boot is triggered each time a user logs out of the computer. The warm boot after logging out resets the computer system by clearing the stack and other variables to provide a "clean" system for the next user (i.e., no remaining state information from the previous user). By using the procedures discussed below in Figure 6, the warm booting procedure is performed quickly such that the next user is not required to wait during a lengthy cold boot procedure.

[0040] Figure 6 is a flow diagram illustrating an embodiment of a procedure for warm booting a computer. Warm booting refers to the rebooting of a computer without powering-down the system. At step 100, the procedure calculates a checksum value for the memory regions storing the OS and the Snapshot (regions 64 and 70). As discussed above, a single checksum value may be calculated for both memory regions, or separate checksum values may be calculated for each region. Step 102 compares the checksum value (or values) calculated at step 100 with the checksum value (or values) of the current data stored in memory regions 64 and 70. If the checksum values do not match at step 102, then the procedure branches to step 104 to perform a cold boot of the computer. The mismatched checksum values indicate that one or both of memory regions 64 and 70 contain invalid or corrupted data. Therefore, the data in these regions cannot be relied upon when rebooting the computer and a cold boot is performed. As discussed above, the cold boot procedure causes the entire OS to be transferred to the computer, for example, from a network server.

[0041] If the checksum values match at step 102, then the procedure continues to step 106 where memory allocated by the memory manager is released. If checksum values are not supported by the computer, then the procedure relies on the marking (read-only) performed by the memory manager at step 90 in Figure 5. In systems that do not support checksum values, the warm boot procedure begins at step 106.

[0042] As mentioned above, step 106 of Figure 6 releases memory allocated by the memory manager. For example, the memory allocated by the memory manager may include heap 76 and device memory for DMA 74. By releasing these memory resources, the memory manager is able to reassign the memory to other variables and data during the warm boot procedure. The memory is released by sending a signal to the memory manager indicating the release of the memory resources.

[0043] At step 108 of Figure 6, uninitialized data in memory region 68 is cleared from memory device 62. All uninitialized data is cleared except the data currently being used by the computer to perform the warm reboot procedure (e.g., the current stack being used by the computer). This step clears the data for use by the computer after rebooting. Step 110 copies the Snapshot Data (memory region 70) back to memory region 66, thereby replacing the existing Read-Write Initialized Data with the previously stored Snapshot Data. As discussed above, the Snapshot Data represents the state of memory region 66 immediately after initial booting of the computer. Thus, any invalid or corrupted data in memory region 66 is replaced by the Snapshot Data.

[0044] Step 112 of Figure 6 reloads the boot parameters obtained from the ROM in the computer (if the ROM supports boot parameters). These boot parameters are used to select optional behavior such as turning on debugging procedures or identifying the first program to run after booting. The boot parameters may include the debugging level or the name of the first program to be run after booting.

[0045] Step 114 communicates with the server across the network to obtain any additional information necessary to complete the warm reboot procedure. This additional information may include an option flag (indicating that an optional behavior has been selected), network addresses, or the names of network servers. This additional information is small relative to the size of the entire operating system and related files. Typically, the time required to transfer the additional information is a fraction of a second and does not create any significant increase in network traffic flow. Step 114 is optional and may not be required for certain systems.

[0046] When the warm boot procedure of Figure 6 ends, the overall operation shown in Figure 5 branches from step 96 to step 92 to test for a cold boot trigger. When the warm boot procedure is completed, the computer system resumes normal operation under control of the operating system. It is not necessary to create a Snapshot of the Read-Write Initial Data because the
previously created Snapshot in memory region 70 is not affected by the warm boot procedure. Similarly, it is not necessary to calculate checksum values or mark certain memory regions as read-only because these operations were performed during initial booting and are unaffected by the warm boot procedure.

[0047] The above procedures and systems may be implemented in a computer software product stored on a medium readable by a processor. Such a medium may include any type of magnetic, optical, or electrical storage medium including a diskette, CD-ROM, memory device, or similar medium. The computer-readable medium may include various sequences of instructions and other information for implementing the procedures and systems described above.

[0051] From the above description and drawings, it will be understood by those skilled in the art that the particular embodiments shown and described are for purposes of illustration only and are not intended to limit the scope of the invention as claimed. References to details of particular embodiments are not intended to limit the invention as defined by the appended claims.

Claims

1. A method for rebooting a computer (24) having a volatile memory device (32) capable of storing operating information, said method comprising the steps of:

rebooting said computer (24) using said operating information stored in said memory device (32) if said memory device (32) contains a valid copy of said operating information; and

rebooting said computer (24) by reloading said operating information into said memory device (32) if said memory device (32) does not contain a valid copy of said operating information.

2. The method of claim 1 further including the step of determining whether said memory device (32) contains a valid copy of said operating information.

3. The method of claim 2 wherein the step of determining whether said memory device (32) contains a valid copy of said operating information includes calculating a checksum for said operating information stored in said memory device and comparing said checksum to a previously calculated checksum.

4. The method of claim 1 wherein said operating information includes an operating system for controlling the operation of the computer and data utilized by said operating system.

5. The method of claim 1 wherein said steps are performed in response to an event triggering the rebooting of said computer (24).

6. The method of claim 1 wherein the step of rebooting said computer (24) by reloading said operating information further includes reloading said operating information from said computer (24) by reloading said operating information into said memory device (32) if said memory device (32) contains a valid copy of said operating information.
information across a network (16) coupled to said computer (24).

7. The method of claim 1 further including the step of copying (110) a snapshot (70) of initialized data back to an initialized data location (66) in said memory device (32) if said memory device (32) contains a valid copy of said operating information.

8. The method of claim 1 further including the step of clearing (108) uninitialized data from said memory device (32).

9. The method of claim 1 further including the step of releasing (106) memory locations allocated by a boot ROM memory manager (120) in said computer (24).

10. The method of claim 1 wherein said memory device (32) is a Random Access Memory (RAM) device.

11. The method of claim 1 further including the step of marking said operating information stored in said memory device (32) as read-only.

12. The method of claim 1 wherein said operating information is an operating system based on the JAVA programming language environment and said computer (24) is capable of executing JAVA program codes.

13. An apparatus for rebooting a computer (24) having a volatile memory device (32) capable of storing operating information, comprising:

   a mechanism configured to reboot said computer (24) using said operating information stored in said memory device (32) if said memory device (32) contains a valid copy of said operating information; and

   a mechanism configured to reboot said computer (24) by reloading said operating information into said memory device (32) if said memory device (32) does not contain a valid copy of said operating information.

14. The apparatus of claim 13 further including a mechanism configured to determine whether said memory device (32) contains a valid copy of said operating information.

15. The apparatus of claim 14 wherein the mechanism configured to determine whether said memory device (32) contains a valid copy of said operating information includes a mechanism configured to calculate a checksum for said operating information stored in said memory device (32) and compare said checksum to a previously calculated checksum (72).

16. The apparatus of claim 13 wherein said computer (24) is coupled to a network (16) to reload said operating information across said network (16) to said computer (24) if said memory device (32) does not contain a valid copy of said operating information.

17. The apparatus of claim 13 further including a mechanism configured to copy a snapshot (70) of initialized data back to an initialized data location (66) in said memory device (32) if said memory device (32) contains a valid copy of said operating information.

18. The apparatus of claim 13 wherein said memory device (32) is a Random Access Memory (RAM) device.

19. The apparatus of claim 13 wherein said computer (24) uses an operating system based on the JAVA programming language environment and said computer (24) is capable of executing JAVA program codes.

20. A computer software product including a medium readable by a processor (26), the medium having stored thereon:

   a first sequence of instructions which, when executed by said processor (26), causes said processor (26) to reboot a computer (24) using operating information stored in a volatile memory device (32) in said computer (24) if said volatile memory device (32) contains a valid copy of said operating information; and

   a second sequence of instructions which, when executed by said processor (26), causes said processor (26) to reboot said computer (24) by reloading said operating information into said volatile memory device (32) if said volatile memory device (32) does not contain a valid copy of said operating information.

21. The computer software product of claim 20 further including a third sequence of instructions which, when executed by said processor (26), causes said processor (26) to determine whether said memory device (32) contains a valid copy of said operating information.

22. The computer software product of claim 21 wherein the third sequence of instructions further causes the processor (26) to calculate a checksum for said operating information stored in said memory device (32) and compare said checksum to a previously calculated checksum (72).

23. The computer software product of claim 20 wherein
said operating information is an operating system based on the JAVA programming language environment and said computer (24) is capable of executing JAVA program codes.

**Patentansprüche**

1. Verfahren zum Neubooten eines Computers (24), der ein flüchtiges Speichergerät (32) hat, das Betriebsinformationen speichern kann, wobei das genannte Verfahren die folgenden Schritte umfasst:
   - Neubooten des genannten Computers (24) mit den genannten, in dem genannten Speichergerät (32) gespeicherten Betriebsinformationen, wenn das genannte Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält; und

2. Verfahren nach Anspruch 1, ferner umfassend den Schritt des Ermitteln, ob das genannte Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält.


5. Verfahren nach Anspruch 1, bei dem die genannten Schritte als Reaktion auf ein Event durchgeführt werden, das das Neubooten des genannten Computers (24) auslöst.


10. Verfahren nach Anspruch 1, bei dem das genannte Speichergerät (32) ein Arbeitsspeichergerät (RAM) ist.


12. Verfahren nach Anspruch 1, bei dem die genannten Betriebsinformationen ein Betriebssystem auf der Basis der JAVA-Programmiersprachenumgebung sind und der genannte Computer (24) JAVA-Programmcodes ausführen kann.

13. Vorrichtung zum Neubooten eines Computers (24) mit einem flüchtigen Speichergerät (32), das Betriebsinformationen speichern kann, wobei die Vorrichtung Folgendes umfasst:
   - einen Mechanismus, der zum Neubooten des genannten Computers (24) mit den genannten, in dem genannten Speichergerät (32) gespeicherten Betriebsinformationen konfiguriert ist, wenn das genannte Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält; und

14. Vorrichtung nach Anspruch 13, ferner umfassend einen Mechanismus, der so konfiguriert ist, dass er ermittelt, ob das genannte Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält.
15. Vorrichtung nach Anspruch 14, wobei der Mechanismus, der so konfiguriert ist, dass er ermittelt, ob das genannte Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält, einen Mechanismus enthält, der so konfiguriert ist, dass er eine Prüfsumme für die genannten, in dem genannten Speichergerät (32) gespeicherten Informationen berechnet und die genannte Prüfsumme mit einer zuvor berechneten Prüfsumme (72) vergleicht.


17. Vorrichtung nach Anspruch 13, ferner umfassend einen Mechanismus, der so konfiguriert ist, dass er einen Schnappschuss (70) von initialisierten Daten zurück auf eine initialisierte Datenstelle (66) in dem genannten Speichergerät (32) kopiert, wenn das genannte Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält.

18. Vorrichtung nach Anspruch 13, wobei das genannte Speichergerät (32) ein Arbeitsspeichergerät (RAM) ist.


20. Computer-Softwareprodukt mit einem Medium, das von einem Prozessor (26) gelesen werden kann, wobei auf dem Medium Folgendes gespeichert ist:

   -- eine erste Sequenz von Anweisungen, die bei Ausführung durch den genannten Prozessor (26) bewirkt, dass der genannte Prozessor (26) einen Computer (24) unter Verwendung von in einem flüchtigen Speichergerät (32) gespeicherten Betriebsinformationen neu bootet, wenn das genannte flüchtige Speichergerät (32) eine gültige Kopie der genannten Betriebsinformationen enthält; und


Revendications

1. Méthode pour réamorcer un ordinateur (24) ayant un dispositif de mémoire non rémanente (32) capable de stocker des informations d'exploitation, ladite méthode comprenant les étapes consistant à :

   réamorcer ledit ordinateur (24) en utilisant lesdites informations d'exploitation stockées dans ledit dispositif de mémoire (32) si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation; et
   réamorcer ledit ordinateur (24) en rechargeant lesdites informations d'exploitation dans ledit dispositif de mémoire (32) si ledit dispositif de mémoire (32) ne contient pas une copie valide desdites informations d'exploitation.

2. La méthode de la revendication 1, comprenant en outre l'étape consistant à déterminer si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation.

3. La méthode de la revendication 2, dans laquelle l'étape consistant à déterminer si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation, comprend calculer une somme de contrôle pour lesdites informations d'exploitation stockées dans ledit dispositif de mémoire, et comparer ladite somme de contrôle à une somme de contrôle calculée précédemment (72).
4. La méthode de la revendication 1, dans laquelle les-dites informations d'exploitation comprennent un système d'exploitation pour contrôler le fonctionnement de l'ordinateur et des données utilisées par ledit système d'exploitation.

5. La méthode de la revendication 1, dans laquelle les-dites étapes sont exécutées en réponse à un événement déclenchant le réamorçage dudit ordinateur (24).

6. La méthode de la revendication 1, dans laquelle la-dite étape de réamorçage dudit ordinateur (24) en rechargeant lesdites informations d'exploitation, comprend en outre recharger lesdites informations d'exploitation sur un réseau (16) couplé audit ordinateur (24).

7. La méthode de la revendication 1, comprenant en outre l'étape consistant à recopier (110) un cliché (70) des données initialisées, à un emplacement (66) de données initialisées dans ledit dispositif de mémoire (32), si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation.

8. La méthode de la revendication 1, comprenant en outre l'étape consistant à vider (108) les données non initialisées dudit dispositif de mémoire (32).

9. La méthode de la revendication 1, comprenant en outre l'étape consistant à libérer (106) des emplacements en mémoire attribués par un gestionnaire de mémoire ROM d'amorçage (120) dans ledit ordinateur (24).

10. La méthode de la revendication 1, dans laquelle le-dit dispositif de mémoire (32) est un dispositif de mémoire vive (RAM).

11. La méthode de la revendication 1, comprenant en outre l'étape consistant à marquer lesdites informations d'exploitation stockées dans ledit dispositif de mémoire (32) comme étant pour consultation seule.

12. La méthode de la revendication 1, dans laquelle les-dites informations d'exploitation sont un système d'exploitation basé sur l'environnement de langage de programmation JAVA, et ledit ordinateur (24) est capable d'exécuter les codes de programme JAVA.

13. Appareil pour réamorcer un ordinateur (24) ayant un dispositif de mémoire non rémanente (32) capable de stocker des informations d'exploitation, comprenant :

   un mécanisme configuré pour réamorcer ledit ordinateur (24) en utilisant lesdites informations d'exploitation stockées dans ledit dispositif de mémoire (32), si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation; et

   un mécanisme configuré pour réamorcer ledit ordinateur (24) en rechargeant lesdites informations d'exploitation dans ledit dispositif de mémoire (32), si ledit dispositif de mémoire (32) ne contient pas une copie valide desdites informations d'exploitation.

14. L'appareil de la revendication 13, comprenant en outre un mécanisme configuré pour déterminer si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation.

15. L'appareil de la revendication 14, dans lequel le mécanisme configuré pour déterminer si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation, comprend un mécanisme configuré pour calculer une somme de contrôle desdites informations d'exploitation stockées dans ledit dispositif de mémoire (32), et comparer ladite somme de contrôle à une somme de contrôle calculée précédemment (72).

16. L'appareil de la revendication 13, dans lequel ledit ordinateur (24) est couplé à un réseau (16) pour recharger lesdites informations d'exploitation sur ledit réseau (16) audit ordinateur (24), si ledit dispositif de mémoire (32) ne contient pas une copie valide desdites informations d'exploitation.

17. L'appareil de la revendication 13, comprenant en outre un mécanisme configuré pour recopier un cliché (70) des données initialisées, à un emplacement (66) de données initialisées dans ledit dispositif de mémoire (32), si ledit dispositif de mémoire (32) contient une copie valide des informations d'exploitation.

18. L'appareil de la revendication 13, dans lequel ledit dispositif de mémoire (32) est un dispositif de mémoire vive (RAM).

19. L'appareil de la revendication 13, dans lequel ledit ordinateur (24) utilise un système d'exploitation basé sur l'environnement de langage de programmation JAVA et ledit ordinateur (24) est capable d'exécuter des codes de programme JAVA.

20. Produit logiciel comprenant un support lisible par un processeur (26), le support ayant, stockées sur celui-ci, une première séquence d'instructions qui, lorsqu'exécutée par ledit processeur (26), fait que ledit processeur (26) réamorce un ordinateur.
(24) en utilisant des informations d'exploitation stockées dans un dispositif de mémoire non rémanente (32) dans ledit ordinateur (24), si ledit dispositif de mémoire non rémanente (32) contient une copie valide desdites informations d'exploitation; et
une deuxième séquence d'instructions qui, lorsqu'exécutée par ledit processeur (26), fait que ledit processeur (26) réamorce ledit ordinateur (24) en rechargeant lesdites informations d'exploitation dans ledit dispositif de mémoire non rémanente (32), si ledit dispositif de mémoire non rémanente (32) ne contient pas une copie valide desdites informations d'exploitation.

21. Le produit logiciel de la revendication 20, comprenant en outre une troisième séquence d'instructions qui, lorsqu'exécutée par ledit processeur (26), fait que ledit processeur (26) détermine si ledit dispositif de mémoire (32) contient une copie valide desdites informations d'exploitation.

22. Le produit logiciel de la revendication 21, dans lequel la troisième séquence d'instructions fait en outre que le processeur (26) calcule une somme de contrôle desdites informations d'exploitation stockées dans ledit dispositif de mémoire (32), et compare ladite somme de contrôle à une somme de contrôle calculée précédemment (72).

23. Le produit logiciel de la revendication 20, dans lequel lesdites informations d'exploitation sont un système d'exploitation basé sur l'environnement de langage de programmation JAVA et ledit ordinateur (24) est capable d'exécuter des codes de programme JAVA.
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