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Description

BACKGROUND OF THE INVENTION

TECHNICAL FIELD

[0001] The invention relates to cryptography. More particularly, the invention relates to a mechanism for validating an application image as it is installed on a system with respect to the binding of the application to a certificate, as well as validating the system service element upon which the application image is installed.

DESCRIPTION OF THE PRIOR ART

[0002] Customers of large computer systems are typically multinational corporations that want to purchase enterprise wide computer based solutions. The distributed nature of such organizations requires them to use public international communications services to transport data throughout their organization. Naturally, they are concerned about the security of their communications and seek to use modern end-to-end cryptographic facilities to assure privacy and data integrity.

[0003] The use of cryptography in communications is governed by national policy and unfortunately, national policies differ with respect to such use. Each national policy is developed independently, generally with a more national emphasis rather than international considerations. There are standards groups that are seeking to develop a common cryptographic algorithm suitable for international cryptography. However, the issue of international cryptographic standards is not a technical problem, but rather it is a political issue that has national sovereignty at its heart. As such, it is not realistic to expect the different national cryptographic policies to come into alignment by a technical standardization process.

[0004] The issue of national interests in cryptography is a particular concern of companies that manufacture open-standards-based information technology products for a worldwide market. The market expects these products to be secure. Yet, more and more consumers of these products are themselves multinational and look to the manufacturers to help them resolve the international cryptography issues inhibiting their worldwide information technology development. The persistence of unresolved differences and export restrictions in national cryptography policies has an adverse impact on international market growth for secure open computing products. Thus, it would be helpful to provide an international framework that provides global information technology products featuring common security elements, while respecting the independent development of national cryptography policies.

[0005] Nations have reasons for adopting policies that govern cryptography. Often these reasons have to do with law enforcement and national security issues. With-
National agencies (e.g. United States Postal Service, German Bundespost). National agencies may also license NFC production and distribution to private industry.

[0012] The action of the NFC service element is to enforce a nation's policy governing the use of cryptography. An NFC is a complete computer that can be constructed as a multi-chip architecture to include custom integrated circuits. It would also include tamper resistance and unique identification features, making unauthorized entry or duplication impossible. For example, the NFC could be sealed in such a way that opening its package would destroy any integrated circuit or data inside. The NFC could require receipt of an encrypted authorization issued by the National Security Server. All services of the NFC are provided via standard ISO 7816 message exchanged protocol between the NFC and other service elements. This format is identical to the smart card used in Europe to support GSM in cellular voice services.

[0013] CRYPTOGRAPHIC UNIT (CU). The cryptographic unit is a tamper-resistant hardware component designed to provide protected cryptographic services under the strict control of an NFC. Cryptographic units would be produced competitively by system vendors and third parties and be free of import and export restrictions. Because the cryptographic unit includes critical elements of security such as encryption algorithms and keys, it is likely that it would be certified (e.g. NIST, NCS, or ITSEC Certified) for customer assurance. It is a feature of this embodiment of the invention that the cryptographic unit does not contain any governing policy other than its dependence upon a NFC. This component is preferably designed for performance and protection with customization for a given Host System.

[0014] HOST SYSTEM (HS). The HS is identifiable as the hardware component that delivers secure information technology services directly to the user. HSs are typically a general purpose information technology device and would be produced competitively in a wide open market. Examples include personal digital assistants, personal computers, workstations, laptops, palms, networked servers, main frames, network printers, or video display units, as well as embedded systems for control and measurement. The function of the HS service element in the framework is to provide an Application Programming Interface (API) for accessing the cryptographic unit service element. Preferably, cryptographic unit support is provided as an option available on the HS.

[0015] NETWORK SECURITY SERVER (NSS). The NSS is a network node designed and designated to provide trusted third party Security services. For example, any network access, such as via modems 30, 32 over a network 34, must be authenticated by the NSS. In the context of national security, NSSs are preferably developed, owned, and operated by government agencies. Some of the functions provided by the NSS service element include service element authentication, message stamp authentication, national policy enforcement, and cryptographic key distribution. The importance of the NSS can rise sharply in environments where a strong degree of verification is prerequisite to cryptographic use. The NSS also plays a significant role in the interoperability of differing National cryptographic policies.

[0016] Scope Of The Framework. The scope of the framework is largely defined by the scope of the NFCs. The basic scope of the NFCs is that of a domain. A domain can be as large as worldwide and as small as a business unit. At the domain level there is no unique distinction among its members. While this framework primarily focuses on national and international domains (e.g. France, Germany, United States, United Kingdom, European Commission, NATO, North America, G7), other domains or sub-domains are also considered. For example, industry domains (e.g. Telecom, Healthcare, Financial Services, Travel), corporate domains (e.g. Hewlett-Packard, Ford Motor Company, Citibank), association domains (e.g. IEEE, ISO, X/Open), service domains (e.g. Compuserve, America On-Line), and product domains (e.g. Lotus, Microsoft, General Motors, Proctor & Gamble).

[0017] Beyond domains and subdomains the scope of the framework can optionally be expanded to define uniqueness within a domain. Again it is the NFCs that make this narrower scope possible. Providing uniqueness means allowing for the transfer of unique or personal data to be transferred to the NFC either at the time of purchase or at the point of initial validation. NFCs are considered anonymous when dealing at the domain level. When uniqueness is added, NFCs are no longer anonymous.

[0018] Interconnect Of Framework Elements. The interconnection of service elements (e.g. NFC, CRYPTOGRAPHIC UNIT, HS, NSS) of this framework is accomplished by the adoption of standard Application Programming Interfaces (e.g. X/Open, OSI) and industry standard protocol exchanges (e.g. TCP/IP, ISO, DCE, X.509). The interconnection of elements may be synchronous (i.e. on-line), asynchronous (i.e. off-line), local (e.g. runtime library), remote (e.g. RPC) or any combination of these. For example, a policy that involves personalization of NFCs could perform a one time authorization function via a NSS making it unnecessary for future on-line verification with an NSS until the NFC expires.

[0019] Beyond the physical interconnection of the framework's service elements lies the message exchange between the elements and the actual services provided and requested via this message exchange. Fig. 3 illustrates the message exchange paths, between an NFC 12 and a cryptographic unit 14 (path 35), between the cryptographic unit 14 and an HS 16 (path 36), and between the HS 16 and an NSS 18 (path 37). A virtual connection 38 exists between the NFC and the NSS. Messaging protocol between the HS and the cryp-
The cryptographic unit along the path 36 are best taken from cryptographic API standardization efforts (e.g. NSAs Cryptographic API, Microsoft's Cryptographic API). The messaging protocol between the cryptographic unit and the NFC along the path 35 is categorized into two groups: initialization protocols, and operational protocols. The initialization protocols must be successful before operational protocols are active.

[0020] In EP-A-0 570 123, a computer system security method and apparatus are disclosed, wherein program authorization information is assigned to a program to be executed in a computer system. In this regard, EP-A-0 570 123 discloses an apparatus for providing digital information with enhanced security and protection, wherein each application receives a data structure which defines what the application is allowed to do. The program authorization information together with the application can be digitally signed by some trusted entity. The data structure which defines what the application is allowed to do is monitored in a target system, so that the program execution is halted whenever it attempts to perform an unauthorized operation. In addition, this data structure includes fields such as the type of program or security class, which defines a major of the operations to be performed by the program and determine which operations are allowed.

[0021] US-A-4,649,510 relates to a method and apparatus for the protection and control of computer programs, wherein a computer program is systematically invalidated in accordance with a predetermined invalidation procedure. The invalidated computer program and a restoration program for restoring the invalidated computer program are made available via separate commercial channels.

[0022] US-A-5,164,988 relates to a method for establishing and enforcing a network cryptographic security policy in a public key cryptosystem. In order to certificate that a device in a public key cryptographic network is configured with a currently-authorized configuration vector, the device is required to transmit to the certification center, a copy of the current configuration vector of the device in an audit record. The certification center compares the transmitted configuration vector with the authorized configuration vector for the device stored at the certification center. If the comparison is satisfactory, the certification center will issue a requested certificate.

[0023] General contemplations concerning a national public key infrastructure can be found in Santosh Chokhani: "Toward a National Public Key Infrastructure", IEEE Communications Magazine, Vol. 32, No. 9, September 1, 1994, pages 70 to 74. In particular, this document is concerned with the issuance and revocation of public key certificates.

[0024] Thomas Y.C. Woo, et al: "Authentication for Distributed Systems", Computer, Vol. 25, No. 1, January 1, 1992, pages 39 to 52 teaches authentication for distributed systems in the form of protocols to authenticate users, host and processors. Among other things, this document describes a user-host authentication, in which a successful authentication guarantees the host that the user is a legitimate user and guarantees the user that the host is a safe host to use.

[0025] Consequently, it would be useful to provide a common, accepted cryptography framework, wherein independent technology and policy choices can be made in a way that still enables international cryptographic communications consistent with these policies. Critical to the implementation of the framework is the provision of a fundamental technology that allows the production of the various service elements. While various implementations of the service elements are within the skill of those versed in the relevant art, there exists a need for specific improvements to the state of the art if the full potential of the framework is to be realized.

[0026] For example, it would be advantageous to include within the framework a system that establishes that an application is a legitimate application having authorization for a requested class of service. It would also be advantageous for the application to verify that the service element is a legitimate recipient of the application image and service requests. It would additionally be advantageous if such system operated in accordance with a Security paradigm that required at least a tamper proof transport mechanism, such as a certificate, and a mechanism for establishing and maintaining continuity during a particular transaction.

[0027] This object is achieved by an apparatus according to claim 1.

[0028] The invention resides within a secure system, such as an international cryptography framework, for example which allows manufacturers to comply with varying national laws governing the distribution of cryptographic capabilities, in particular, such a framework makes it possible to ship worldwide cryptographic capabilities in all types of information processing devices (e.g. printers, palm-tops). Within the framework, a cryptographic unit contains several cryptographic methods (e.g. DES, RSA, MD5).

[0029] It is a fundamental requirement of the framework that an application which requests cryptographic services from the framework service elements is identified through some form of certificate to protect against the misuse of the granted level of cryptography. The cryptographic unit, one of the framework core elements, can be used to build several certification schemes for application objects. The invention provides various methods that establish a degree of binding between an application code image and issued certificates using the framework elements.

[0030] Another fundamental requirement of the framework is that the application is assured of the integrity of the cryptographic unit from which it is receiving services. The invention provides various mechanisms that allow the application to validate that the cryptographic unit has not been replaced or tampered with.
BRIEF DESCRIPTION OF THE DRAWINGS

[0031]

Fig. 1 is a block diagram of an international cryptography framework, including a national flag card, a cryptographic unit, a host system, and a network security server;

Fig. 2 is a perspective view showing the four basic elements of the framework, including a cryptographic unit and several national flag cards, a host system, and a national security server;

Fig. 3 illustrates the message exchange paths, between an NFC and a CU, between a CU and an HS, and between an HS and an NSS;

Fig. 4 is a block schematic diagram of a cryptographic unit according to the invention;

Fig. 5 is an overview of the main software architecture elements of a framework according to the invention;

Fig. 6 is a block diagram of the key elements of a policy scheme in which an application is granted a class of services by an application domain authority, where such class of services ultimately define the level of cryptography allowed in the application according to the invention;

Fig. 7 is a block diagram that illustrates the certification requirements of a framework according to the invention;

Fig. 8 is a block schematic diagram that illustrates the flow of events by which an application introduces itself to a cryptographic unit according to the invention;

Fig. 9 is a block schematic diagram that illustrates the steps executed during the execution stage according to the invention;

Fig. 10 is a schematic representation of a software touchpoint according to the invention;

Fig. 11 is a schematic representation of an unstructured and a structured instruction level software touchpoint according to the invention;

Fig. 12 is a block schematic diagram that illustrates the steps executed during the manufacturing stage according to the invention;

Fig. 13 is a block schematic diagram that illustrates the steps executed during the installation stage according to the invention;

Fig. 14 is a block schematic diagram that illustrates the steps executed during the execution stage according to the invention;

Fig. 15 is a block schematic diagram that illustrates the memory hierarchy with respect to the software touchpoint resolution according to the invention;

Fig. 16 is a block schematic diagram that illustrates the memory hierarchy with respect to the software touchpoint resolution according to the invention; and

Fig. 17 is a block schematic diagram that shows instruction level touchpoint support inside the host system processor according to the invention.

DETAILED DESCRIPTION OF THE INVENTION

[0032] National cryptography policy often varies by industry segment, political climate, and/or message function. This makes it difficult to assign one uniform policy across all industries for all time. Consequently, the flexibility of a cryptography framework that incorporates a national flag card is very attractive. The invention is therefore primarily directed to resolving problems surrounding international cryptography. However, the invention is readily applicable to any environment that requires validation of an application's authenticity and/or privilege; and that requires that the application be assured that it is using the services of an authorized secure, cryptographic processor.

[0033] The preferred embodiment of the invention is concerned with application certification within a framework such as that disclosed by K. Klemba, R. Merckling, International Cryptography Framework, in a copending U.S. patent application serial no 08/401,588, which was filed on 8 March 1995. It is a fundamental requirement of the framework that an application which requests cryptographic services from the framework service elements is identified through some form of certificate to protect against the misuse of the granted level of cryptography. The cryptographic unit, one of the framework core elements, can be used to build several certification schemes for application objects. The invention provides various methods that establish a degree of binding between an application code image and issued certificates using the framework elements.

[0034] Another fundamental requirement of the framework is that the application is assured of the integrity of the cryptographic unit from which it is receiving services. The invention provides various mechanisms that allow the application to validate that the cryptographic unit has not been replaced or tampered with.

[0035] As discussed above, the framework allows manufacturers to comply with varying national laws gov-
erning the distribution of cryptographic capabilities. In particular, such a framework makes it possible to ship worldwide cryptographic capabilities in all types of information processing devices (e.g., printers, palmtops).

[0036] The four basic elements of framework (as discussed above) are listed below with a brief description of each.

[0037] Cryptographic Unit. The system or unit that contains a cryptographic unit supports an application programming interface to a cryptographic unit. It also supports applications that are security aware and that use the cryptographic unit. These applications and/or subsystem layers are bound tightly to the cryptographic unit by use of a certificate.

[0038] The cryptographic functions are dormant and cannot be used by the host system until activated by a policy. The cryptographic functions that are included in the cryptographic unit are determined by the requirements of the application in which the invention is used. The cryptographic unit is tamper resistant to protect any keys that may be stored therein. It is the responsibility of the cryptographic unit to maintain contact with a policy. Failing to do so results in the decay of the cryptographic unit.

[0039] Policy (also referred to a the “National Flag Card” and “Policy Card”). The policy is the system or unit that contains cryptography usage policy. Specifically, this element of framework contains parameters that govern the use of cryptography in a specific cryptographic unit. Furthermore, this element is responsible for responding to a cryptographic unit heartbeat challenge.

[0040] Network Security Server. The network security server is the system or unit that acts as a trusted third party to provide networked services to host systems, cryptographic unit, and policies. These services include, for example, policy enhancements, unit verification, adjustments to authorizations, and key management services.

[0041] The framework architecture rests on the following basic assumptions about the core elements:

- The cryptographic unit cannot provide the host system with any cryptographic functions without being in contact with a policy.
- The policy has no access to user data being processed within the cryptographic unit.
- The cryptographic unit(s) which is controlled by a given policy is deterministic, i.e. every event, act, and decision of the cryptographic unit is the inevitable consequence of antecedents that are independent of the policy.
- The cryptographic unit or policy can request services of a national security server.

[0042] One key element of the framework is the cryptographic unit. An implementation of the cryptographic unit provides a set of services to the host system, as follows:

- Cryptographic functions. The main purpose of the cryptographic unit is to provide cryptographic functions. The unit hosts hardware and software to carry out the defined cryptographic algorithms. It also hosts hardware and software which enforce a certain cryptographic policy.

- Secure storage. Secure storage allows the storage of information in a secure manner inside the cryptographic unit. This facility is primarily used for the storage of key material inside the cryptographic unit. Over time, application and subsystem layers may also take advantage of this facility by storing other non-security related material inside the cryptographic unit.

- Secure execution. The cryptographic unit allows for the execution of code in the secure unit and tamper-resistant environment of that unit. Applications and subsystem layers may take advantage of this facility to implement a portion of their functionality, such as security protocol handlers, in this secure environment.

[0043] Fig. 4 is a block schematic diagram of a cryptographic unit architecture. The figure does not refer to a specific physical implementation, but shows the main elements required inside the cryptographic unit to implement this element of a preferred embodiment of the invention.

[0044] There are several components which form the cryptographic unit 14, as follows:

- Central Processing Unit (CPU). The CPU 47 controls all information flow. Modules downloaded for secure execution are executed by the CPU.
- Storage Elements. The cryptographic unit needs several storage elements.
  - The flash memory 48 is the storage for programs and nonvolatile data stored in the cryptographic unit.
  - The ROM storage 49 hosts the bootstrap code which executes on reset of the cryptographic unit.
  - The RAM storage 50 holds the volatile data of the cryptographic unit.
- Cryptographic ASIC 52 and random number generator 51. These two elements perform the basic op-
erations for the cryptographic functions offered by the cryptographic unit.

- Bus Logic. The bus logic 53 interfaces the unit with various interfaces to the host system 16. Two main channels exit towards the host system. The control channel 42 is used for commands and status messages between the calling system and the cryptographic unit. The data channel 44 performs the actual data transfer.

[0045] The framework software architecture describes the layers of libraries and system elements which are needed to implement the framework elements on a given host system. Fig. 5 provides an overview of the main software architecture elements.

[0046] Applications. The application layer 55 is the area of user-written applications and libraries which need cryptographic services. Applications may or may not be aware of these services. In case they are aware, the subsystem layer 56 below offers a set of programming interfaces to the application. Cryptographically unaware applications do not issue any calls themselves, the underlying subsystem performs these calls on behalf of the application.

[0047] Subsystem Libraries And Interfaces. Subsystem 56 which support cryptographic functions for aware and unaware applications also provide APIs to the applications.

[0048] Most notable APIs include the Microsoft CAPI and the Open GSS-API and GCS-API for Unix. Subsystem libraries are typically organized into application programming interfaces and, shielded through the operating system 57, a cryptographic service provider module.

[0049] The subsystem libraries may also hide the security APIs completely from the application. This allows existing applications to take advantage of the solution without being modified. An example is the integration of the security features into transport level software subsystems.

[0050] Other elements of this layer provide APIs for accessing the cryptographic unit secure storage and execution facilities. For example, a database API such as the ODBC interface could be offered, along with a data manager module inside the cryptographic unit to provide a tamper-resistant database.

[0051] Operating Systems And Drivers. The operating system 57 performs two primary tasks. One task is to isolate the subsystem programming interfaces from the cryptographic service providers. The other task is to provide the necessary hardware control through a set of drivers which interface with the cryptographic hardware in form of hardware drivers.

[0052] Cryptographic Unit Subsystem. This layer 59 contains the hardware implementation and firmware elements of the cryptographic functions. The hardware typically comes in several form factors, such as a PCI card or a PCMCIA card, to accommodate the different hardware platforms and performance requirements. The firmware is a set of libraries which implements a micro-kernel, e.g. runtime, and the framework functionality, as well as user downloadable software modules required by a particular application programming interface.

[0053] Administration. The administration element 54 provides a management framework for the entire solution. This includes, for example, middleware components for administrative functions such as certificate management, application class of service management, and downloading of application specific extensions to the cryptographic unit.

[0054] The framework introduces the concept of policy-driven cryptography. Application programming interfaces allow selection of desired services based on the application certificate. This is in contrast to currently available cryptographic programming interfaces. Most of the currently available cryptographic APIs are built around the concept of a cryptographic context. Applications establish this context before they can use any cryptographic service. For example, the Microsoft CAPI offers a programming interface that allows selection of a cryptographic service provider (CSP) type, and loads the software module into the system. An application can make calls to the CSP and use its services from that point on. There are however, no methods to distinguish cryptographic functions based on what the application is doing.

[0055] The invention implements a scheme by which the application is identified when a certificate proves the identity of the application and determines the available classes of service allocated to that application. There are several methods for making the certificate available to the cryptographic unit.

- Certificate passed in each call. The certificate can be passed in each call to the CSP. This scheme allows for an application which may pass more than one certificate to pass the appropriate certificate for the task that is to be accomplished. For example, if an application is allowed to use strong encryption for financial transactions and at the same time weaker encryption for E-mail functionality, that application can select dynamically the level of cryptography by passing the corresponding certificate.

- Certificate passed at initialization time. The certificate can also be passed when the link to the CSP is established. An application using multiple certificates could establish multiple contexts, one for each certificate, and use the appropriate one in the cryptographic function calls.

- Certificate implicitly available. The certificate is transparently available to the cryptographic layers. For example, the application passes its name,
which is used to index into a registry that contains the certificate for the application.

[0056] The invention implements a policy scheme in which the application requests a class of services which ultimately defines the level of cryptography allowed in the application. Key elements in this process include the application certificate, the class of service, and the domain authorities that manage them.

[0057] Fig. 6 shows a high level view of these elements. In the figure, there are two domain authorities. The security domain authority (SDA) 62 is responsible for granting a set of classes of service (COS) 63 to the application domain authority 60.

[0058] The SDA is also responsible for issuing policy cards 12 which contain the COS information and the touchpoint data for the cryptographic unit 14. The SDA manufactures this information upon request from the site which installs the cryptographic unit into a host system 16.

[0059] The application domain authority (ADA) 60 receives the COS elements granted by the SDA. The ADA has responsibility for issuing application certificates 64 to the applications 65 that belong to its domain. An application certificate contains the application ID 67 and the granted COS 68 by the ADA.

[0060] Applications receive a certificate from the ADA which they need to present to the cryptographic unit 14 to get the desired COS level. The cryptographic unit, upon receiving the request, uses the certificate to determine whether the application has the right to access the requested cryptographic function. If the COS requested through the application certificate matches the COS granted by the SDA to the ADA and stored in the policy card, the request is handled, otherwise it is not handled.

[0061] The touchpoint data 69 are the information stored on the policy card which enable the cryptographic hardware for the defined classes of service. Periodically, this information need to be recomputed by the cryptographic unit and validated by the policy card. Any mismatch, causes the cryptographic capability of the cryptographic unit cease to exist.

[0062] The network security server (NSS) 18 acts as an on-line instrument for policy negotiation and changes to the policy information stored on the policy card. If, for example, adding a class of service to the set of services normally requires the issuance of a new policy card with the changed information. Alternatively, the NSS could perform the update of the policy card on behalf of the SDA. It is important to note, that to prevent a malicious application from using a certificate in an unpermitted way, applications need to be tightly bound to their certificates.

[0063] The invention provides a method of validating that an application rightfully executes a certain level of cryptography as it was granted by the application domain authority, in form of certificate containing the valid class of services. A tight binding of the application to this certificate is therefore a key aspect of the invention. The process of establishing this trust is referred to as application certification throughout this document.

[0064] Fig. 7 is a block diagram that illustrates the certification requirements of a framework according to the invention. Application certification describes two major elements of establishing trust between the application and the cryptographic unit 14, i.e. is the application a valid application (72) and is the cryptographic unit a valid cryptographic unit (74):

[0065] The first part deals with the process of analyzing a piece of data to determine that it has not been tampered with.

[0066] In general, two main classes of objects are of interest:

- The first class deals with the subject of program image certification.
- The second class generalizes the process and applies the concept to a variety of data objects.

[0067] The characteristics of the cryptographic unit, namely a tamper-resistant functional unit, allow for the construction of general certification methods of arbitrary data objects.

[0068] The second part views the framework from an application perspective, i.e. the application must be assured of the identity of the cryptographic unit. The process of establishing this kind of trust is referred to herein as cryptographic unit validation. Cryptographic unit validation deals with the process of assuring to the application that the cryptographic unit has not been tampered with, i.e. has been replaced with a bogus cryptographic unit. After the process of cryptographic unit validation, the application can assume that the correct cryptographic unit is performing the requested cryptographic services.

[0069] For critical applications, there has long been a need to validate that an application has not been tampered with. Performing this validation usually involves a trusted load subsystem. A trusted load subsystem is the part of the operating system which is responsible for loading a program image into the system memory space and while doing that validate that the application has not been tampered with. Mechanisms, such as a checksum over the program image, are often used for this purpose. If the checksum does not match the checksum stored by the loader subsystem at application installation time, the load fails and the program image is not loaded.

[0070] A trusted loader subsystem cannot exist independently from a relationship to the operating system. Trusting the loader to validate that the application has not been tampered with, implies that the operating system trusts the loader. A trusted kernel which is validated at system boot time, usually by a piece of hardware, builds the core of the trust hierarchy on which the application runs.
[0071] Validating a code image to determine the rightful usage of a certificate can be generalized to validating any object governed by a certificate. For example, an Internet applet, as they are provided for World Wide Web applications through the JAVA programming language, could also take advantage of the scheme described herein. Thus, any object to be used or accessed could be accompanied by a certificate. The validation step is very similar to the steps performed by a trusted load subsystem for code images.

[0072] Cryptographic unit validation describes the process by which the application requesting cryptographic services is assured about the identity of the cryptographic unit. There are several methods which can accomplish this task.

- Challenge the cryptographic unit. In this method, the application issues a puzzle to the cryptographic unit that only the cryptographic unit can resolve. The fact that the cryptographic unit can solve the puzzle is proof of the identity of the cryptographic unit.

- The cryptographic unit prepares the application to function. In this approach, the application is shipped to the target system in a scrambled form. For example, the binary image could be encrypted. Only a cryptographic unit that has the correct decryption key can unscramble the application, and hence is a valid cryptographic unit.

[0073] The second method has additional applicability for software copyright schemes. Sending the application in encrypted form to the target side and letting the cryptographic unit decrypt the program does not only reveal that the cryptographic unit is a valid cryptographic unit, but also allows the software manufacturer to send out an application tailored to that particular cryptographic unit, i.e. host system. Unfortunately, once decrypted the application image is available in the clear, it can be copied to other systems with little or no effort.

[0074] The invention includes a method, that is referred to herein as software level touchpoints, which addresses both of the cryptographic unit validation aspects, as well as copyright protection schemes. The concept of software level touchpoints is explained in greater detail below.

[0075] Application certification is the process of ensuring that there is a tight binding between the application image and the application certificate issued by the application domain authority. The process of application certification can be described in two distinct stages. They are the installation stage and the execution stage. The following is a brief description of these stages.

- Installation stage. The installation stage describes the steps necessary to introduce the application and the accompanying certificate to the cryptographic unit.
- Execution stage. The validation stage describes the steps taken to validate the application's identity, based on the certificate passed along with the validation request. After successful validation, the application enters the execution stage. At any time during this stage, the cryptographic unit can issue a validation request to revalidate the application's claim.

[0076] Fig. 8 illustrates the flow of events by which an application introduces itself to a cryptographic unit according to the invention. Certified applications are introduced to the host system at the application installation stage. A certified application consists of the application image, i.e. the code file 65 and the certificate 64 issued by the application domain authority 60. The result of the installation stage is an application credential 90 which uniquely denotes the application, the cryptographic unit, and the valid classes of services. The result is referred to herein as an application credential.

[0077] The purpose of the install process is to introduce the application to the cryptographic unit. A special utility program, the install program, is called to carry out the necessary work. The main task this utility performs is to pass a reference to the program image and the application certificate to the cryptographic unit.

[0078] Upon receiving the request for installation, the cryptographic unit uses its host system memory access capabilities to compute a hash value from the program image. The application certificate contains among other information the class of service defined for this application. Using these two elements of information, the cryptographic unit produces a credential which identifies the application, e.g. through a name, the hash value of the application image, and the class of service defined for the application.

[0079] The credential is then signed by the cryptographic unit and stored in local nonvolatile memory inside the cryptographic unit. If desired, the credential is also exported to an external area. Because the credentials are only useful to the cryptographic unit that generated them, it only needs to be ensured that the credentials have not been tampered with while outside the cryptographic unit boundaries.

[0080] In the execution stage, an application is loaded by the operating system into the memory system and starts execution. At some point in the application execution, the application asks for cryptographic services. Typically, the first step is to establish a context with the cryptographic unit. An application passes the application certificate issued by the ADA to the cryptographic unit when it establishes a logical association, e.g. a cryptographic context.

[0081] Fig. 9 illustrates the steps executed during the execution stage according to the invention. The cryptographic unit 14, upon receiving the request of establish-
ing an association, needs to validate the identity of the application based on the certificate passed. Through the operating system components, the cryptographic unit has access to the application image, and is therefore able to compute the signature of the application. For example, using the DMA capability and the knowledge of the memory address range of the application within the memory system, the cryptographic unit can compute a hash value.

[0082] After validating the correctness of the certificate, the cryptographic unit uses the certificate to locate the application credential corresponding to the certificate. The credential contains, among other information, the computed signature of the application image from the installation process described above. If the values match, two important facts can be deduced:

- First, the application's identity is established because the computed signature over this image matches the computed signature at installation time.

- Second, the application has not been tampered with since the installation stage.

[0083] After this initial validation step, the application can issue calls to the cryptographic unit requesting cryptographic operations. At any time later on, the cryptographic unit may decide to execute the validation process again. The options range from validating on a periodic base to validating on each request.

[0084] From an operating system perspective, no changes to the loader and the operating are required to implement this scheme. The only requirements needed are the ability to access the memory image of an object. Implementations may however decide to invoke the cryptographic unit at application load time to perform the validation step.

[0085] The scheme described above is readily extended to cover not only code images, but also any kind of data object which can make use of the validation method outlined. For example, the operating system itself, subsystem libraries, and static configuration information could be protected from unauthorized modifications or replacement by using the scheme described herein.

[0086] Software touchpoints are areas of data that are not usable to the host system environment until preprocessed. One example of a software touchpoint includes the instruction sequences in a code image which have been transformed in a way such that the instruction fetch unit of the host system cannot decode them successfully. Similarly, there could be data areas which have been altered in a way that the original data is not accessible.

[0087] Fig. 10 is a schematic representation of a software touchpoint according to the invention. A software touchpoint 100 is characterized by a starting address 101 within the address range of the object and the length of the touchpoint. There are several classes of software touchpoints:

- Data level touchpoints describe an area inside a data object. No further information about the touchpoint is recorded in the data object about this touchpoint. A separate area describes these touchpoints outside of the data object.

- Instruction level touchpoints describe touchpoints inside an instruction stream. There are two subclasses:
  - The first subclass describes instruction level touchpoints similar to their data level counterparts. In this case, an area in the instruction stream is replaced by the touchpoint information.
  - The second subclass describes instruction level touchpoints that have a structure. A structured touchpoint starts and ends with a special instruction which demarcates the touchpoint area 103.

[0088] All these types of touchpoints are described in more detail below.

[0089] The are two types of instruction level touchpoints:

- The first type of instruction level touchpoint implements an instruction level touchpoint as a data area in the instruction stream which has been replaced by a scrambled version. No further information is available about the touchpoint at the location itself.

- The second type of instruction level touchpoint implements the touchpoints with a distinct instruction at the beginning and an instruction at the end of the touchpoint area. To distinguish the two touchpoint areas, the first type of touchpoint is referred here in as an unstructured touchpoint, while the second type of touchpoint is referred to as a structured touchpoint.

[0090] Fig. 11 is a schematic representation of a software touchpoint according to the invention. The touchpoint 103 is situated within a software object 100 having an address range start 101 and an address range end 102.

[0091] Fig. 11 is a schematic representation of a unstructured and a structured instruction level software touchpoint according to the invention. For example, a tp_start 110 and tp_end 111 instruction could demarcate a touchpoint area 103. The information between is the touchpoint data to be transformed to the original instruction sequence. In the case of an instruction level touchpoint, the data between comprises instructions. The de-
marcation instruction could trap to the cryptographic unit to resolve the touchpoint area and put it back into place again after the instruction sequence has been executed. The sequence of instructions inside the demarcated area is a sequence of instructions which should be executed atomically. By this, it is ensured that, except for operating system exceptions, no other code can be executed which could have access to the touchpoint area.

[0092] Alternatively, this touchpoint may be implemented as a decoding function inside the instruction fetch unit of a CPU. A policy register could store the necessary decoding key for this application in a context switch. Benefits of this approach include the transparency of the touchpoint, combined with the benefit of making the code unusable for another system.

[0093] Similar to the unstructured instruction level touchpoint, any kind of constant data can be protected by this scheme.

[0094] Cryptographic Unit Validation Process. Applications need to be assured about the correctness of the cryptographic unit. The objective is to avoid the scenario in which application requests are redirected to a different cryptographic function. The cryptographic unit validation process describes the steps taken to assure the application about the identity of the cryptographic unit. The validation process described below uses the software level touchpoints herein described.

[0095] Cryptographic unit validation proceeds in three distinct stages:

- Manufacturing stage. The manufacturing stage describes the steps that need to be taken at the application manufacturer side to create an application having the software level touchpoint information incorporated therein.

- Installation stage. The installation stage describes the steps necessary to introduce the application and the accompanying certificate to the cryptographic unit. Depending on the type of installation, the software level touchpoints may be removed at this stage or left intact within the application image to be resolved at execution time.

- Validation stage. The validation stage describes the steps taken to validate the applications identity based on the certificate passed along with the validation request. After successful validation, the application enters the execution stage (discussed above). At any time during this stage, the cryptographic unit can issue a validation request to revalidate the application’s claim. In addition to these application certification steps, the software level touchpoints should for example not cross procedure boundaries. Restrictions could be that touchpoints this information is not strictly necessary. There are also considerations concerning exactly where a touchpoint could be placed and what the length of the sequence should be. For unstructured touchpoints the question of where exactly they are placed in the code image is of no real importance.

[0100] Part of the touchpoint installation is to produce a list of locations and lengths of the touchpoint areas within the code image. In the case of unstructured instruction level touchpoints, this information is needed to locate the touchpoints. For structured instruction level touchpoints, this information is not strictly necessary. There are also considerations concerning exactly where a touchpoint could be placed and what the length of the sequence should be. For unstructured touchpoints the question of where exactly they are placed in the code image is of no real importance.

[0101] Technically the touchpoints can be placed into any area of the image. For structured touchpoints, there are more constraints. Restrictions could be that touchpoints should for example not cross procedure boundaries, or do overlay more than one basic block of instructions. The restrictions depend on the nature of the hardware level support for structured touchpoints. Some of these aspects are discussed below in connection with hardware support for software level touchpoints.

[0102] At the end of the manufacturing stage, there is an application image augmented with software level touchpoints. The touchpoints are put into the image in
a rightful way because the COS was enabled for the cryptographic unit by the customized component in accordance with rights granted by the SDA to the ADA of the application manufacturer. This process, at this point, does not involve information about the target system. Any installation which has the capabilities to reverse the touchpoint information install process can derive a working application. A further tailoring down of the target system would require additional knowledge about this system. Because this introduces a tighter dependency between the manufacturer and the target recipient, a higher effort is necessary on the administration side.

[0103] This following discussion first introduces the more general case of a certain level of independence between the manufacturer and the target system. Thereafter, the topic of this tight binding is discussed in more detail.

[0104] The installation stage describes the steps taken at the target site, i.e. the host system with a specific cryptographic unit, that are necessary to prepare the usage of the application on this system. Again, there are several objectives.

[0105] The first objective is to ensure that an application is assured about the integrity of the cryptographic unit. This assurance is achieved by that fact that only a cryptographic unit which was granted the necessary COS to process the application image is able to transform this image in to a usable one successfully.

[0106] The second objective is to ensure that once an application is installed on the target system it is only usable by this system and cannot be copied to another system.

[0107] Fig. 13 is a block schematic diagram that illustrates the steps executed during the installation stage according to the invention. The installer component 130 is responsible for installing the application in the target system. As a part of the install process, the application’s credential 132 which describes the COS is created. The details of this process have been explained above in connection with application certification. The other part of the install process performs the steps necessary to prove that this is a valid cryptographic unit and to build a usable file image of the program still containing the cryptographic unit by the customized component in an rightful way because the COS was enabled for the cryptographic unit at installation time. After the removal of touchpoints another cryptographic unit could be installed along with another policy card or be bypassed when the application requests cryptographic services. Second, without the touchpoints the application is in the clear and can be copied and executed on any other system. To prevent these scenarios, the touchpoint should be removed as late as possible in the execution cycle.

[0110] In the execution stage, the application runs on the host system. The operating system loader transforms the application file image into the executable memory image. One part of the process deals with the requirement of validating that the application has not been tampered with since installation time and rightfully requests a certain class of service. The steps taken to ensure this have been described above in connection with application certification. For the cryptographic unit validation portion, additional steps are required.

[0111] Fig. 14 is a block schematic diagram that illustrates the steps executed during the execution stage according to the invention. At application load time (via a loader utility 140 and a processing element 142) two main objectives need to be addressed. The first objective is to validate the cryptographic unit. This task is accomplished by means of the cryptographic unit 14, which is able to resolve the software touchpoints from the application. For, example if the cryptographic unit is able to compute the original signature of the application without the touchpoints, it proved that it can successfully remove them and is therefore a valid cryptographic unit because it was granted the COS to perform this operation. The second objective is to resolve the touchpoints. The cryptographic unit is responsible to remove the touchpoints before the application portion that contains them is executed.

[0112] The simplest case is for the cryptographic unit to remove the touchpoints from the application code image. The file image of the program still contains the touchpoints and stays useless if copied to another system. The memory portion is however in the clear and could be copied if a malicious user writes a copy program which constructs the file image from the memory image. Such a task would require some skill set and knowledge of the underlying operating system, but is not impossible.

[0113] Another approach is to leave the touchpoints in place and resolve them as they are encountered. This approach relies on some hardware support to detect the touchpoints. Scenarios for this kind of touchpoint resolution are described above in connection with hardware support for software level touchpoint.

[0114] Tailoring To A Unique Cryptographic Unit. The process described so far does not establish a close relation between the software manufacturer’s software component and the target system identified by the cryptographic unit in which it is installed. The benefit of the rather loose coupling permits the manufacturer to produce an application which can be installed on any sys-
tem that has the capability to process the touchpoints installed inside the application. No further knowledge about the target system is required.

[0115] If a more tight binding is desired, the application manufacturer needs to tailor the application component to the target system cryptographic unit. This could be done, for example, by creating a unique COS which is shared between the manufacturer's ADA and the SDA. The SDA installs the unique COS on the policy card when it is customized for the target system cryptographic unit, and shares that COS with the ADA of the application manufacturer. Only the installation utility on the target system which is granted that unique COS can successfully install the software on the target system.

[0116] Host System Hardware Support for Certification and Cryptographic Unit Validation. Software level touchpoints can take advantage of hardware support from the host system CPU. Fig. 15 is a block schematic diagram that illustrates the memory hierarchy with respect to the software touchpoint resolution according to the invention. The host system 16 includes processor registers 151 and a cache subsystem 152 that are separated by a trust boundary 153 and a disk subsystem 154. It should be appreciated that the system architecture shown herein is provided for purposes of example and that the invention is readily applied to other system architectures.

[0117] The following describes the host system processor mechanisms needed to support an implementation. The main concept is to bring the resolution process of touchpoints closer to the host system processor execution elements. By moving the resolution process close to the processor, e.g. the cache subsystem, no touchpoint areas in the clear are in the main memory system or storage elements at a lower level in the memory hierarchy.

[0118] There are two main approaches for dealing with software level touchpoints:

• In the first approach the host processor generates an exception upon detection of a software touchpoint which invokes the cryptographic unit to resolve the software touchpoint.

• The second approach is similar to the first approach, except that it uses the host system processing elements for the actual operations.

[0119] Both approaches can further be subdivided according to structured versus unstructured software touchpoint.

[0120] The Trap to Cryptographic Unit Approach for Structured Instruction Level Touchpoints. In the trap to cryptographic unit approach, the host system processor raises an exception when encountering a touchpoint start instruction. The exception handler invokes the cryptographic unit component to remove the touchpoint and replace the touchpoint data with executable instructions. The host system processor then continues to execute the application. Upon detecting the touchpoint end instruction, the host system processor traps again and the cryptographic unit can transform the memory image back to the touchpoint state.

[0121] Fig. 16 is a block schematic diagram that illustrates the memory hierarchy with respect to the software touchpoint resolution according to the invention. The host system processor 161 uses the tp_start instruction to raise an exception which causes the cryptographic unit 14 to be invoked. The cryptographic unit is then given the knowledge of the memory address range and the memory location of the touchpoint 103, and transforms the touchpoint body into an instruction sequence which can be executed by the host system processor. Control then returns back to the host system processor.

[0122] Once the touchpoint is translated in this fashion, other application instances could potentially access the touchpoint area. It is therefore important to implement the touchpoints as a critical section which no application context switching allowed inside this section. Upon ending the touchpoint instruction sequence, the tp_end instruction causes a trap to the cryptographic unit which allows the cryptographic unit to reverse the touchpoint data back to its original state.

[0123] Use of Host System Processor Elements for Structured Instruction Level Touchpoints. This approach assumes that the host system processor has a built-in logic component which allows it to transform the decode of the touchpoint during instruction fetch. Upon encountering a touchpoint start instruction, the host system processor translates the touchpoint data within the processors cache and continues the execution. No memory image changes take place. Upon encountering the touchpoint end instruction, the cache line is flushed or left for future use. To support this scheme, touchpoints are required to align on a cache boundary and be a multiple of the cache line size.

[0124] Fig. 17 is a block schematic diagram that shows instruction level touchpoint support inside the host system processor according to the invention. Upon detecting a tp_start instruction by the host system processor instruction fetch unit 171, the host system first fetches, and then transforms, one or more cache lines that contain the touchpoint area using the key stored in a host system processor control register 172. Each application may have a different tp_reg value for resolving the touchpoint area. The tp_reg value is part of the COS-TP which is used to install the application in the host system. The loading of the tp_reg control register at context switch involves the cryptographic unit as the keeper of the information. The key_reg value could also be made part of the application context state, so that it can be loaded during a context switch without invoking the cryptographic unit.

[0125] Approaches for Unstructured Instruction Level Touchpoints and Data Level Touchpoints. Both unstructured instruction level touchpoints and data level touch-
points are characterized by the absence of any meta-
information about the touchpoints at the touchpoint lo-
cation itself. The approach for this class of software
 touchpoints can be subdivided into two steps:

• The first step involves the detection of these touch-
points;
• The second step involves resolving the touchpoints
 before the host system processor accesses that ar-
ea.

To detect a touchpoint area, mechanisms have
to be put into place in both the software environment
and the hardware to propagate the information about the
location of the touchpoints to the host system process-
ing elements. For example, if the granularity of the
touchpoint areas is chosen to be on a page size of the
virtual memory system of the host system, the informa-
tion about the touchpoint location could be communicat-
ed through the page tables and translation look aside
buffers to the host system processor.

During address translation, the host processor
can detect whether the address range to be translated
contains software touchpoints or not. When loading the
cache line for execution or access from a touchpoint
page by the host system processor, the touchpoint area
is resolved in the cache subsystem (as described
above). Similar techniques apply, in which the resolved
touchpoint areas are kept in the cache lines and are not
accessible in main memory or the disk images of the
objects that contain them. Read only cache lines are
flushed whenever they are no longer needed. Cache
lines modified need to be transformed back before they
are written back to the main memory system.

Although the invention is described herein with
reference to the preferred embodiment, one skilled in
the art will readily appreciate that other applications may
be substituted for those set forth herein without depart-
ing from the scope of the present invention. Accordingly,
the invention should only be limited by the Claims in-
cluded below.

Claims

1. An apparatus for certifying applications, compris-
ing:

   a security domain authority (62) for granting at
   least one class of service to an application (65);
   an application domain authority (60) for receiv-
   ing said class of service (63) granted by said
   security domain authority;
   at least one application certificate (64) issued
   by said application domain authority to applica-
   tions that belong to an application domain au-
   thority domain;

   a processing unit (14) for receiving said appli-
   cation certificate to determine whether said appli-
   cation has a right to access a requested func-
   tion; and

   means for validating to the application that the
   processing unit (14) is an authorized one mak-
   ing use of software touchpoints (103) that are
   not usable by a host system environment un-
   less they are transformed, wherein said soft-
   ware touchpoints comprise data areas which
   have been altered in a way that original data is
   not accessible by said host system without the
   aid of said processing unit (14).

2. The apparatus of Claim 1, further comprising:

   a policy (12) that enables said processing unit
   for said granted class of service, wherein any
   mismatch between said policy and said
   processing unit invalidates said processing unit
   (14).

3. An apparatus of claim 1 or 2, wherein

   said application certificate uniquely denotes
   said application, said processing unit (14), and/or a
   valid class of services (68) for said application.

4. The apparatus of any of Claims 1 to 3, said appli-
   cation certificate comprising:

   an application ID (67); and

   a grant of said valid class of services (68).

5. The apparatus of any of Claims 1 to 4, said software
   touchpoints further comprising:

   instruction sequences in a code image which
   have been transformed in a way such that an
   instruction fetch unit (171) of said host system
   (16) cannot decode them successfully.

6. The apparatus of any of Claims 1 to 4, said software
   touchpoints further comprising:

   data level touchpoints that describe an area insi-
   de a data object.

7. The apparatus of any of Claims 1 to 4, said software
   touchpoints further comprising:

   instruction level touchpoints that describe
   touchpoints inside an instruction stream, where
   either an area in the instruction stream is re-
   placed by said touchpoint, or where said touch-
   point is structured to start and end with a spe-
   cial instruction which demarcates a touchpoint
   area.
8. The apparatus of Claim 2, wherein said target processor is a cryptographic unit (14) that does not provide any cryptographic functions in the absence of said policy.

9. The apparatus of any of Claims 1 to 8, further comprising:

   a class of service token (65) which serves as an installation token to allow installation of an application on a particular host system identified by the processing unit.

10. The apparatus of any of Claims 1 to 8, further comprising:

    a class of service token (65) which is issued by said security domain authority to ensure that only a specified class of processing units having a specific class of service is authorized.

11. The apparatus of any of Claims 1 to 4, wherein said software touchpoints are used to allow installation of an application only on host systems that are identified by a processing unit.

12. The apparatus of any of Claims 1 to 4, wherein said software touchpoints are resolved in a host processing element.

13. The apparatus of any of Claims 1 to 4, wherein said software touchpoints are resolved at a cache level in a host processing system memory hierarchy.

14. The apparatus of any of Claims 1 to 13, further comprising:

    a trap mechanism (171, 172) for triggering activation of said processing unit from an instruction stream.

15. The apparatus of any of Claims 1 to 4, said software touchpoints further comprising:

    a structured software level touchpoint identified by a start/stop instruction pair.

16. The apparatus of Claim 15, wherein said structured software level touchpoint identified by a start/stop instruction pair is executed as an atomic sequence of operations.

Patentansprüche

1. Eine Vorrichtung zum Zertifizieren von Anwendungen, die folgende Merkmale umfaßt:

   eine Sicherheitsdomänenstelle (62) zum Gewähren zumindest einer Dienstklasse für eine Anwendung (65);

   eine Anwendungsdomänenstelle (60) zum Empfangen der Dienstklasse (63), die durch die Sicherheitsdomänenstelle gewährt wird;

   zumindest ein Anwendungszeitsertifikat (64), das durch die Anwendungsdomänenstelle an Anwendungen ausgegeben wird, die zu einer Anwendungsdomänenstellendomäne gehören;

   eine Verarbeitungseinheit (14) zum Empfangen des Anwendungszeitertifikats, um zu bestimmen, ob eine Anwendung ein Recht hat, auf eine angeforderte Funktion zuzugreifen; und

   eine Einrichtung zum Validieren für die Anwendung, daß die Verarbeitungseinheit (14) eine autorisierte Verarbeitungseinheit ist, die Softwareberührungspunkte (103) verwendet, die durch eine Hostsystemumgebung nicht verwendet werden können, außer wenn dieselben transformiert werden, wobei die Softwareberührungspunkte Datenbereiche umfassen, die auf eine Weise geändert wurden, daß Originaldaten für das Hostsystem ohne die Hilfe der Verarbeitungseinheit (14) nicht zugreifbar sind.

2. Die Vorrichtung gemäß Anspruch 1, die ferner folgendes Merkmal umfaßt:

   eine Taktikeinheit (12), die die Verarbeitungseinheit für die gewährte Dienstklasse freigibt, wobei jede Fehlanpassung zwischen der Taktikeinheit und der Verarbeitungseinheit die Verarbeitungseinheit (14) ungültig macht.

3. Eine Vorrichtung gemäß Anspruch 1 oder 2, bei der das Anwendungszeitertifikat die Anwendung, die Verarbeitungseinheit (14) und/oder eine gültige Dienstklasse (68) für die Anwendung eindeutig kennzeichnet.

4. Die Vorrichtung gemäß einem der Ansprüche 1 bis 3, bei der das Anwendungszeitertifikat folgende Merkmale umfaßt:

   eine Anwendungs-ID (67); und

   eine Gewährung der gültigen Dienstklassen (68).

5. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte ferner folgendes Merkmal umfassen:
Befehlssequenzen in einem Codebild, die auf eine Weise transformiert wurden, so daß eine Befehlsabrufeinheit (171) des Hostsystems (16) dieselben nicht erfolgreich decodieren kann.

6. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte ferner folgendes Merkmal umfassen:

Datenebenenberührungspunkte, die einen Bereich innerhalb eines Datenobjekts beschreiben.

7. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte ferner folgendes Merkmal umfassen:

Befehlsebenenberührungspunkte, die Berührungspunkte innerhalb eines Befehlstroms beschreiben, wo entweder ein Bereich in dem Befehlstrom durch den Berührungspunktersetzt wird, oder wo der Berührungspunkt strukturiert ist, um mit einem speziellen Befehl zu beginnen und zu enden, der einen Berührungspunktbereich abgrenzt.

8. Die Vorrichtung gemäß Anspruch 2, bei der der Zielprozessor eine kryptographische Einheit (14) ist, die bei der Abwesenheit der Taktikeinheit keine kryptographischen Funktionen liefert.

9. Die Vorrichtung gemäß einem der Ansprüche 1 bis 8, die ferner folgendes Merkmal umfaßt:

ein Dienstklassentoken (65), das als ein Installationstoken dient, um die Installation einer Anwendung auf einem speziellen Hostsystem zu ermöglichen, das durch die Verarbeitungseinheit identifiziert wurde.

10. Die Vorrichtung gemäß einem der Ansprüche 1 bis 8, die ferner folgendes Merkmal umfaßt:

ein Dienstklassentoken (65), das durch die Sicherheitsdomänenstelle ausgegeben wird, um sicherzustellen, daß nur eine spezifizierte Klasse von Verarbeitungseinheiten mit einer spezifischen Dienstklasse autorisiert wird.

11. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte verwendet werden, um die Installation einer Anwendung nur auf Hostsystemen zu ermöglichen, die durch eine Verarbeitungseinheit identifiziert werden.

12. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte in einem

Hostverarbeitungselement aufgelöst sind.

13. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte auf einer Cacheebene in einer Hostverarbeitungssystemspeicherarchitektur aufgelöst sind.

14. Die Vorrichtung gemäß einem der Ansprüche 1 bis 13, die ferner folgendes Merkmal umfaßt:

einen Auffangmechanismus (171, 172) zum Auslösen einer Betätigung der Verarbeitungseinheit von einem Befehlstrom.

15. Die Vorrichtung gemäß einem der Ansprüche 1 bis 4, bei der die Softwareberührungspunkte ferner folgendes Merkmal umfassen:

einen strukturierten Softwareebenenberührungspunkt, der durch ein Start/Stoppbefehlspaar identifiziert wird.


Revendications

1. Un appareil de certification d'applications qui comprend:

une autorité (62) du domaine de sécurité pour concéder au moins une classe de services à une application (65); un autorité (60) du domaine des applications pour recevoir ladite classe de services (63) concédée par ladite autorité du domaine de sécurité; au moins un certificat (64) d'application émis par ladite autorité du domaine des applications à des applications qui appartiennent à un domaine d'autorité du domaine des applications; une unité de traitement (14) pour recevoir ledit certificat d'application afin de déterminer si l'application a le droit d'accéder à une fonction demandée; et un moyen destiné à valider à l'application que l'unité de traitement (14) est une unité autorisée qui utilise des points de contact (103) de logiciel qui ne sont pas utilisables par un environnement de système hôte à moins qu'ils ne soient transformés, dans lequel lesdits points de contact de logiciel comprennent des zones de données qui ont déjà été modifiées d'une manière telle que les données d'origine ne sont pas ac-
cessibles par ledit système hôte sans l'aide de ladite unité de traitement (14).

2. L'appareil selon la revendication 1, qui comprend en outre:

   une police (12) qui active ladite unité de traitement pour ladite classe concédée de services, où toute discordance entre ladite police et ladite unité de traitement invalide ladite unité de traitement (14).

3. Un appareil selon la revendication 1 ou 2, dans lequel ledit certificat d'application désigne spécialement ladite application, ladite unité de traitement (14), et/ou une classe valide de services (68) pour ladite application.

4. L'appareil selon la revendication 1, dans lequel ledit certificat d'application comprend:

   une identifiant, ou ID, (67) d'application; et

   une concession de ladite classe valide de services (68).

5. L'appareil selon la revendication 1, dans lequel lesdits points de contact du logiciel comprennent en outre:

   des séquences d'instructions dans une image de code qui ont déjà été transformées d'une manière telle qu'une unité (171) de recherche d'instructions et ledit système hôte (16) ne peuvent pas les decoder avec succes.

6. L'appareil selon la revendication 1, dans lequel lesdits points de contact du logiciel comprennent en outre:

   des points de contact de niveau de données qui décrivent une zone à l'intérieur d'un objet de données.

7. L'appareil selon la revendication 1, dans lequel lesdits points de contact du logiciel comprennent en outre:

   des points de contact de niveau d'instructions qui décrivent des points de contact à l'intérieur d'un train d'instructions, d'une manière telle que soit une zone du train d'instructions est remplacée par ledit point de contact, soit ledit point de contact est structuré pour débuter et terminer par une instruction spéciale qui démarque une zone de point de contact.

8. L'appareil selon la revendication 2, dans lequel ledit processeur cible est une unité cryptographique (14) qui n'exerce aucune fonction cryptographique en l'absence de ladite police.

9. L'appareil selon l'une quelconque des revendications précédentes, qui comprend en outre:

   un jeton (65) de classe de services qui sert de jeton d'installation pour permettre l'installation d'une application sur un système hôte particulier identifié par l'unité de traitement.

10. L'appareil selon l'une quelconque des revendications 1 à 8, qui comprend en outre:

    un jeton (65) de classe de services qui est émis par ladite autorité du domaine de sécurité pour assurer que seule une classe spécifiée d'unités de traitement d'une classe spécifique de services est autorisée.

11. L'appareil selon l'une quelconque des revendications 1 à 8, dans lequel lesdits points de contact de logiciel sont utilisés pour permettre l'installation d'une application seulement sur des systèmes hôtes qui sont identifiés par l'unité de traitement.

12. L'appareil selon l'une quelconque des revendications 1 à 4, dans lequel lesdits points de contact de logiciels sont résolus dans un élément de traitement hôte.

13. L'appareil selon l'une quelconque des revendications 1 à 4, dans lequel lesdits points de contact de logiciels sont résolus à un niveau d'antémémoire dans une hiérarchie de mémoires du système de traitement hôte.

14. L'appareil selon l'une quelconque des revendications précédentes, qui comprend en outre:

    un mécanisme de piège (171, 172) pour déclencher l'activation de ladite unité de traitement à partir d'un train d'instructions.

15. L'appareil selon l'une quelconque des revendications 1 à 4, dans lequel lesdits points de contact de logiciels comprennent en outre:

    un point de contact structuré de niveau de logiciel, identifié par une paire d'instructions début/arrêt.

16. L'appareil selon la revendication 15, dans lequel ledit point de contact structuré de niveau de logiciel, identifié par une paire d'instructions début/arrêt, est exécuté en tant que séquence atomique d'opérations.
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