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The invention relates to a method for automatically restoring consistency in an information displaying structure in a computer after a user interaction, based on a set of objects in the hierarchical object structure thereof, the user interaction modifying one or more primary variable objects and subsequently secondary variable objects within the object structure being updated. The invention thus concerns a user interaction system or user interface, and in particular, such aspects that speed-up and/or render consistent the display as realizable on a physical platform. The most complex example thereof is formed, generally speaking, by a graphic interface because of the high degree of spatial parallelism of the presentations to the user, even though the invention can in principle also be used in other interfaces, for example interfaces with video images, sound and other means of expression. Said parallelism may also occur therein. Such an interface may be considered as an interaction between a user, generally a person executing actions so that the display is no longer consistent with the state of the system, and a process which subsequently restores the consistency. Restoration is conventionally implemented by means of so-called call-back functions as will be explained hereinafter. This approach is fully bottom-up and always the primary variable objects are successively updated first and immediately thereafter the secondary variable objects based thereon at successive hierarchically higher levels. This is realised by way of instructions which are locally present in the program and are executed immediately. In this type of organization it is not guaranteed on the one hand that all relevant consistency relations are addressed. On the other hand also superfluous consistency relations may be addressed, for example relations having implications only outside the current image field. This problem is caused by the fact that the consistencies must be restored without the relations being explicit, because use is made exclusively of all that is included in the program. This problem is significant notably when the interface operates with a changing program package, for example because the package is being developed, improved or maintained. As is known, all programs of some complexity are continuously subject to such modifications.

SUMMARY OF THE INVENTION

Therefore, it is inter alia an object of the invention to propose a method which automatically provides updating of the display in the situation of such an interface, and does so independently of further parts of the program package, in order to simplify the design, updating and maintenance thereof. According to one of the aspects of the invention, this is achieved in that the object structure comprises a network of consistency relations, each of which specifies one or more incremental objects as a function of one or more incremental objects and/or variable incremental objects at a next-lower hierarchical level, the real or emulated user interaction modifying one or more of such variable incremental objects at a lowest level, in that first during a bottom-up signalling step a set of value inconsistencies for the incremental objects is signalled, and in that subsequently during a top-down updating step on the basis of each necessary element of said set of value inconsistencies the value of the associated incremental object is updated on the basis of a change of value, if any, of the associated specifying variable incremental objects and/or incremental objects at a lower hierarchical level. Therefore, each evaluation or update results in a subsequent object to be updated. In the above, the expressions "lower" and "higher" indicate mutually opposite directions. Alternatively, the objects may be interconnected in a cyclical structure, which would also cause the relations "higher" and "lower" to define such a cycle. In certain situations, this could render the display unstable, the change in the display by an earlier update thereby playing the role of a next user interaction, that is emulated, as it were.

Now, so-called incremental objects are defined as being linked to an expression which may be explicit or implicit and whose expression is arbitrary. For example, this expression may alternatively be given as a table. The so-called variable incremental objects are defined as being linked to a value which can be modified by a user interaction, or autonomously by the system, as described supra. The incremental objects, therefore, may depend not only on variable incremental objects but also on other incremental objects. The calculation thus takes place recursively. The modifications are implemented in two steps: first the inconsistencies are automatically signalled during a bottom-up step. Subsequently, the consistencies are automatically restored again during a top-down step.

United States Patent Specification 4,631,690 discloses a multiprocessor system for forming a colour image from objects defined in a hierarchical data structure. According to this document the relevance of a given object to a given pixel is determined during a top-down step, because a representation must be found for all pixels. In accordance with the present invention, the modifications of the incremental objects need be determined only as caused by such variable incremental objects which have indeed been modified. Evidently, this strategy also dictates the set-up of the object structure in which each object must have a reference to the next-higher level. Another difference with respect to the cited document consists in that the latter utilizes bounding boxes which denote the dimensions of an object and which indicate the relevance to a given pixel. In accordance with the invention, however, the hierarchical relations are
defined by means of equations. As a result, the invention can be applied to a much larger variety of objects and user interaction systems.

[0005] Updating in accordance with the invention is implemented by means of a system of equations, the nature of this system being fully arbitrary. The invention is notably demand-driven: precisely those calculations are executed which are necessary to produce the correct user information, that is to say within the limitations given by the nature of the object structure, and neither more nor fewer calculations are carried out. The equations define consistency and in consequence, also indicate to what extent the consistency must be restored again. If an object is inconsistent, the system finds out which other objects or so-called callers at a higher level utilize the modified object, and the relevance is also determined at the relevant higher level. The structure of these callers will be described in detail hereinafter.

Updating is effected only after the above search has been made.

[0006] In a preferred version, on the basis of a modification of a variable object, a part situated at the foot of the hierarchy is updated by direct calling from said modification, a boundary between the structure of the incremental objects and the directly updated part being formed by variable incremental objects. In some cases the latter organization can accelerate the process, provided that the risk that too few or too many operations are executed is low, in such a case where direct coupling exists between such a primary variable object and the secondary variable objects directly related thereto. For the "more remote" part of the structure the basic approach in accordance with the invention is then followed.

[0007] The invention also relates to a computer comprising a system for automatic consistency restoration after a user interaction which is based on the foregoing. Further advantageous aspects of the invention will be disclosed in the dependent Claims. The storage of the respective objects in the computer memory may include a value field, a caller list, an environment field, an evaluator field, and an undo field, as far as necessary.

BRIEF DESCRIPTION OF THE DRAWING

[0008] These and other aspects and advantages of the invention will be described on the basis of the preferred embodiments, notably with reference to the appended drawing in which:

- Fig. 1 shows a general block diagram of a computer,
- Fig. 2 shows the conventional updating of a display;
- Fig. 3 shows an example of a notation for an incremental object;
- Fig. 4 shows the same for a variable incremental object;
- Fig. 5 shows the same for a side-effect incremental object;
- Fig. 6 shows the updating of a display in accordance with the invention,
- Fig. 7 illustrates a cyclical organization.

DESCRIPTION OF PRIOR ART

[0009] Fig. 1 shows a general block diagram of a computer. Therein, a distinction is made between the various functions which may be distributed in practice among the constituent sub-systems in a different manner. This diagram shows only three functions. First of all there is the data processing section, generally speaking the processor 20. The processor receives user input from the diagrammatically indicated keyboard 22. Other user information can be entered via a mouse, a speech input channel, a soft keyboard and other means which do not form part of the invention per se. Furthermore, the processor outputs user information to the diagrammatically indicated display screen with associated control electronic circuitry 24. Other user information can be output via a speech output signal, specific indicators etc., but that again does not form part of the invention. In an abstract sense the user interaction system consists of the assembly of organizations in which the information input and output can cooperate with one another and with the execution of the data processing. Hereinafter, it will only be described how an instruction entered via a keyboard is translated into the updating of the image displayed.

[0010] Fig. 2 shows the conventional updating of a display. In this abstract Figure the data structure is represented by a triangle 26 and the screen by the indication 24; objects in the data structure are linked by hierarchical relations, each relation consisting of a coupling between one or more objects at a given level and one or more objects at a next-higher level or vice versa. The various hierarchical links between two objects may comprise the same numbers or different numbers of sub-links. It is assumed that a primary variable object is modified at a lowest level; this is symbolized by the arrow 32. A variety of events may be concerned: an object can be added, removed, displaced, and also its logic relations to other objects may be modified (added, cancelled, assigned to another object; the modification of the relation may also mean another level in the hierarchy, both for the primary variable object itself and for the relation). The summary given is not limitative. Conventionally the consistency is restored bottom-up in conformity with the direction of the arrow 28. The hierarchical relation of the object structure is implicitly present in the program because the inverse
relations between the various objects in the program have been made explicit. Therefore, during the execution no
investigation of the relations is performed; whatever is made explicit is executed directly, i.e. the updating of the each
time next-higher secondary variable objects. The effect of updating is represented by the dark region. If updating
encounters an object which need not be modified, all further modifications made explicit are still executed. This also
occurs when an object is encountered which is not relevant to the image. Finally, all necessary modifications have
been made and the entire reproduction has been realised so as to have its new appearance. It may be that updating
is superfluous, because it has no effect on the reproduction: it may appear at a higher level, for example that the
representations of the object lie outside the image. On the other hand, it may appear at a higher level that modifications
at a lower level of the hierarchy are not necessary, whereas at a higher level influence would still be exerted. In the
latter case the conventional method must still make everything explicit, illustrating that very likely errors are going to
be made therein.

DETAILED DESCRIPTION OF THE PREFERRED EMBODIMENT

[0011] In accordance with the invention, not only the consistency of the user information output is automatically
restored, but even the consistency of the entire data structure of an application in as far as it is relevant to the user
information to be output, i.e. usually the display screen. In such a data structure consistency relations between different
objects are represented by equations, for example by \( a = f_1(b, c) \). This equation forms part of a hierarchical structure
by way of further equations, for example \( b = f_2(d, e) \); \( g = f_3(a, h) \); \( k = f_4(h, c, e) \). In such an equation, the lefthand explicit
object is on a higher level in the hierarchy than the righthand implicit objects. Of course, an expression like \( b = f_2(d) \)
can be used as well. The image, or more generally speaking the reproduction, is then also defined as a function of the
objects. The system of equations can be programmed directly. Another implementation is that a formalism for this
system is set up and the machine comprises an appropriate translator. Thus, when the consistency has ultimately been
restored, the reproduction is also in conformity with the data structure. If the value of \( b \) or \( c \) changes, conventionally,
the value of \( a \) must be calculated anew. If the value of, for example \( b \) changes due to an operation, the operation having
changed \( b \) must also update the value of \( a \) again. This means that the programmer does not implement the natural
consistency relation, but rather an inversion thereof, since the equation for \( a \) does not refer to expressions of a higher
level at which objects occur whose value is determined by the value of \( a \). Using the new technique described hereinafter,
merely the relation \( a = f_1(b, c) \) is described and a given bookkeeping system is maintained as to whether the expressions
in which \( a \) occurs are consistent or not. The difference with respect to the conventional approach appears clearly from
comparison of the Figs. 2 and 6. The described bookkeeping system will be explained with reference to Figs. 3 to 5.
The consistency is automatically restored by the so-called incremental evaluation. Therein, each object in the data
structure, i.e. the above \( a \) ... \( k \), is provided with additional data as follows. First of all there are incremental objects,
being objects whose value is given by an expression as given above, so \( a, b, g, k \). Secondly there are variable incre-
mental objects for which no such expression exists, so \( c, d, e, h \), but whose value may be modified, for example by
a call-back function, by direct user intervention, or in another manner. Due to this modification, the incremental objects
become inconsistent and must be recalculated until the consistency has been restored again. Fig. 3 shows an example
of a notation for an incremental object. The format actually present in the data structure has not been specified, because
the invention is not influenced thereby. First of all, this incremental object has some kind of identification, for example
a name or an address which can be called and which is indicated by an arrow Ident. This object also has a value "value";
this value can be noted in any way compatible with the use of the relevant object, for example, as an integer, floating point number, file, etcetera. The object furthermore comprises a number of "callers" in a caller list, being iden-
tifications of other objects which used the current value of the relevant object in the last-valid consistent state in order
to calculate their own value. An incremental object is locally consistent exclusively if evaluating its expression with
respect to its environment yields a value that is equal to the actual value of the object in question, and the above
environment itself is also locally consistent. The situation is globally consistent if all necessary objects (for example
for effecting the display) are locally consistent. During the bottom-up phase the callers (c) are removed, as will be
described in detail in the annex. The value of the incremental object is calculated (evaluated) by means of the evaluator
expression \( \text{eval} \) specified in the object. The set of objects required for this purpose is referred to as the environment
\( \text{env} \). The above examples for the expressions directly make this clear. Thus, for \( a = f_1(b, c); \text{eval} = f_1(x, y) \), whereas the environment \( \text{env} := \{x=b, y=c\} \). The value of an incremental object \( b \) for an object \( a \) is obtained by execution of the expression \( b.\text{eval}(b) \); therein, the "dot" indicates that the subsequent part of the expression is an attribute of the pre-
ceding part. As will become apparent hereinafter, a single expression may comprise a series of parts which are linked by
dots. \( a \) is then added to \( b.\text{callers} \) and immediately thereafter \( b \) is locally consistent. If \( a \) is consistent, \( a.\text{eval} \) will
not calculate \( f(b, c) \) again, but will directly produce the value \( a.\text{value} \). The translation may be manual as well as auto-
matic.

[0012] Fig. 4 shows an example of a notation for a variable incremental object. This is notation partly in conformity
with the notation of Fig. 3, but the evaluator expression for determining the value is absent. This is because the value
is now determined by a call-back function, or directly by a user action. A further possibility consists in that the system itself initiates a change of value, for example under the influence of a built-in instability. For example, a simulation system for simulating motion of molecules may also have built in an expression for the inherent thermal movement which then remains continuously visible. In that case no inconsistency is possible at this level. Evidently, it may occur that the object structure is modified, for example in that a user creates objects. On the other hand, the destruction of objects is not directly permitted. If necessary, this destruction can be realised by means of the so-called "garbage collection" technique which by itself is a known methodology.

[0013] It may be that direct recalculation of an object is less expensive in terms of processing effort than the bookkeeping by means of the structure given for incremental objects. In that case a closure object (Clos) can be defined. The latter object has the structure of an incremental object, but without the bookkeeping of callers and value; consequently, there are only an environment field and an evaluator field. It follows directly therefrom that it is never locally consistent in a sense that the value cannot be determined. Because there is no caller list for this object, the consistency cannot be detected. If a given incremental object \( a \) executes the evaluation of a closure object \( b \), which itself evaluates an incremental object \( c \), not object \( b \) but object \( a \) will be added to the set of callers of \( c \).

[0014] Fig. 5 shows an example of the notation of a so-called side effect incremental object; this can be used, for example for the representation of an element to be reproduced on the display screen. If the element reproduced itself is static and must be updated so as to form another element, actually first the old representation must be removed and the new one may be formed only after that. A further particularity consists in that the relevant object has no value field. Therefore, this object comprises as shown an undo field which is always executed when the relevant incremental object has become inconsistent.

[0015] Fig. 6 shows the updating of a reproduction in accordance with the invention. Like Fig. 2, it shows a display screen \( 24 \), a data structure \( 34 \), and an initial action \( 32 \) which causes a direct modification \( 40 \) of a primary variable object which can be implemented in the same way as in Fig. 2. A number (zero or more) of secondary variable objects can thus be directly modified. The region in which these secondary variable objects are situated extends as far as a boundary region which is indicated as a band \( 42 \). The combined top-down/bottom-up method of the invention has been implemented as from this boundary upwards. This has been indicated by a downwardly pointing arrow in contradistinction to the upwardly pointing arrow of Figure 2. At the level of the boundary 42 the directly modified secondary variable objects are noted as variable incremental objects in the described manner. Subsequently, during a bottom-up signalling step it is first detected between which objects value-inconsistencies have arisen for the incremental objects (i.e. the objects which are not situated at the lowest level of the band 42); the result of the signalling step is a yes/no quantity. This is realised in that each modified object for each caller in its caller list accesses the associated object and also removes the relevant caller. Now, although the originating object may need to access various objects associated to its caller list in succession, for the originating object itself this is an indivisible operation, and hence the caller list will be empty thereafter. This continues for all objects which have been called by a caller from a hierarchically lower object until the top of the data structure has been reached. The inconsistencies are then known. After the signalling of the inconsistencies a recalculation is performed for all objects relevant to the user information to be output, which recalculation is executed by means of the equations which specify the respective consistency relations. The latter can be performed by way of a top-down approach as indicated by the arrow 36. The sequence of the respective recalculation is arbitrary per se, but the organizational coherence is top-down because the consistencies to be restored can thus be determined. The other inconsistencies may simply continue to exist. For an object to be recalculated it can always be indicated when the underlying calculations have been completed; the associated callers are then always re-introduced as appears also from the annex. The bottom-up phase commences notably with the variable incremental objects whose value has been amended. The top-down phase commences with the restoration of the consistency of directly displayed objects. The following annex successively describes the bottom-up procedure, the top-down procedure, ditto for closure element, and ditto for a side-effect incremental element.

[0016] In the bottom-up procedure, the definition of the operation make_icons on object \( x \) is given. The comment gives the result. In the top-down procedure, \( y \) is associated to the caller object, whereas \( x \) is being evaluated. The relation \( g(a,b,c) \) is used here, and in the remainder of the annex, only by way of example.

[0017] Fig. 7 illustrates a cyclical organization. An elementary case is realized when object \( a_1 \) depends on object \( a_2 \), object \( a_2 \) depends on object \( a_3 \), and so on until object \( a_6 \) cyclically depends on object \( a_1 \). As before, it is not necessary that each object depend on one other object. Through this structure, a stable as well as an unstable behaviour can be governed. Of unstable structures, those that execute limited behaviour, such as periodical, are of most interest, as compared to diverging behaviour. The cyclical structure can be combined with non-cyclical elements.

[0018] An organization such as shown in Fig. 7 can be used to find the so-called fix point of a set of equations. For a single function \( f(x) \), the fix point is the solution of the equation \( x = f(x) \). For a set of equations

\[
x_1 = f_1(x_1,...,x_n)
\]
a fix point is a solution of the set. In this context, Fig. 7 is an elementary example of a cyclic graph, the structure of such graph may be more complex, with a plurality of cyclic parts and non-cyclic parts. The fix point, if any, represents the limit solution, although periodic and diverging solutions may exist. An attractive method for realizing a solution is the following: for each cycle one of the objects is split (as shown for object a6) into an incremental object in (here i6) and a variable incremental object vn (here v6). The latter one now represents the item that can undergo the change that was considered with respect to the display supra. The object v6 is given an initial value. The splitting by itself is conventional and based on the representations in Figs. 3, 4. The solution method is now an iterative one, starting from assignment of the value of object i6 to object v6: this renders the system inconsistent. In respect of the foregoing, the solution now is straightforward. The assignment of the value of i6, which is recomputed since v6 has changed, is repeated until the value of v6 does not change any more. At that point a fix point has been reached.

ANNEX:

bottom-up

make_incons (x)

:= for each o ∈ x.callers

make_incons (o)

x.callers := x.callers - {o}

end

# comment, x is inconsistent and x.callers = {}, which is the empty set
top-down
eval (x,y)
:= if x.callers = {} then x.callers := x.callers + {y} return (x.value) fi
   x.value := g (x. env.a . eval (x. env.a,x),
   x. env.b . eval (x. env.b,x),
   x. env.c . eval (x. env.c,x)
);
   x.callers := x.callers + {y}
return (x.value)
# comment x is consistent with a,b,c : x = g(a,b,c)
   x.caller = {}

Closure object
eval (x,y)
:= return g (x. env.a . eval (x. env.a,y),
   x. env.b . eval (x. env.b,y),
   x. env.c . eval (x. env.c,y)
);
Side-effect incremental object, g produces the effect
make_incons (x)
:= x . undo ( );
for the remainder the same as for a normal incremental object.
eval (x,y)
:= if x . callers = {} then x.callers + {y}; return fi
   g(x. env.a . eval (x. env.a,x),
   x. env.b . eval (x. env.b,x),
   x. env.c . eval (x. env.c,x)
);
   x.callers := x.callers + {y}

Claims
1. A method for automatically restoring consistency in an information display structure in a computer after a real or
   emulated user interaction, based on a set of objects in the hierarchical object structure thereof, the user interaction
modifying one or more primary variable objects and subsequently secondary variable objects within the object structure being updated, characterized in that the object structure comprises a network of consistency relations, each of which specifies one or more incremental objects as a function of one or more incremental objects and/or variable incremental objects at a next-lower hierarchical level, the user interaction modifying one or more of such variable incremental objects at a lowest level, in that first during a bottom-up signalling step a set of value inconsistencies for the incremental objects is signalled, and in that subsequently during a top-down updating step on the basis of each element of said set the value of the associated incremental object is updated on the basis of a change of value, if any, of the associated specifying variable incremental objects and/or incremental objects at a lower hierarchical level.

2. A method as claimed in Claim 1, in which at least essentially each of said consistency relations is expressed by one associated equation.

3. A method as claimed in Claim 1 or 2, in which on the basis of a modification of a variable object a part situated at the foot of the hierarchy is updated by direct calling from said modification, and in which a boundary between the structure of the incremental objects and the directly updated part is formed by variable incremental objects.

4. A method as claimed in Claim 1, 2 or 3, in which incremental objects comprise a value field, a caller list, an environment field and an evaluator field, whereas variable incremental objects comprise only a value field and a caller list.

5. A method as claimed in Claim 4, in which a closure object comprises only an environment field and an evaluator field.

6. A method as claimed in Claim 4 or 5, in which a side-effect incremental object comprises only a caller list, an environment field, an evaluator field and an undo field.

7. A method as claimed in any one of Claims 1 to 6, for realizing said display structure for a visual display device.

8. A method as claimed in any of Claims 1 to 7, wherein said display structure comprises at least one graph cycle, characterized in that for each cycle a lowest hierarchical level is defined, at such level an object is separated into an in-cycle incremental object and an out-of-cycle variable incremental object, and in that an external change is assigned to said variable incremental object as an initializing operation for said restoring.

9. A method as claimed in Claim 8 for finding a fix point of a set of equations $x_j = f_j(x_1...x_n)$, $1 \leq j \leq n$, represented by said display structure.

10. A computer provided with a system for automatic consistency restoration in an information display structure in the computer after a user interaction, comprising reproduction means for reproducing information on the basis of a set of objects in their hierarchical object structure of consistency relations which specify, each as a function of one or more variable incremental objects at a given hierarchical level, one or more incremental objects at a next-higher hierarchical level, the user interaction modifying one or more of such variable incremental objects at a lowest level, characterized in that said system comprises two-step control, for signalling a set of value inconsistencies for the incremental objects during a first, bottom-up signalling step, and for updating, during a subsequent, top-down updating step, on the basis of each necessary element of said set the value of the associated incremental object on the basis of a change of value, if any, of the associated specifying variable incremental objects and/or incremental objects at a lower hierarchical level.

Patentansprüche

1. Verfahren zur automatischen Wiederherstellung der Konsistenz in einer Informationswiedergabestruktur in einem Computer nach einem echten oder einem emulierten Bedienungseingriff, basiert auf einem Satz von Objekten in der hierarchischen Objektstruktur derselben, wobei der Bedienungseingriff einen oder mehrere primär variable Objekte und danach sekundäre variable Objekte innerhalb der zu aktualisierenden Objektstruktur ändert, dadurch gekennzeichnet, dass die Objektstruktur ein Netzwerk von Konsistenzbeziehungen umfasst, die je ein oder mehrere inkrementale Objekte als Funktion eines oder mehrerer inkrementaler Objekte und/oder variabler Objekte auf einem nächst höheren hierarchischen Pegel spezifizieren, wobei die reelle oder emulierte Benutzerinteraktion...
einen oder mehrere solcher variablen inkrementalen Objekte auf dem niedrigsten Pegel ändert, dass zunächst während eines Bottom-Up-Signalisierungsschrittes ein Satz von Wertinkonsistenzen für die inkrementalen Objekte signalisiert wird, und dass danach während eines Top-Down-Aktualisierungsschrittes an der Basis jedes erforderlichen Elementes des genannten Satzes von Wertinkonsistenzen der Wert des zugeordneten inkrementalen Objektes auf Basis einer etwaigen Änderung des Wertes der zugeordneten spezifizierenden variablen inkrementalen Objekte und/oder inkrementalen Objekte auf einem niedrigeren hierarchischen Pegel aktualisiert wird.

2. Verfahren nach Anspruch 1, wobei wenigstens im Wesentlichen jede der Konsistenzbeziehungen durch eine zugeordnete Gleichung ausgedrückt wird.

3. Verfahren nach Anspruch 1 oder 2, wobei auf Basis einer Modifikation eines variablen Objektes ein am Fuß der Hierarchie liegender Teil durch direkten Aufruf aus der genannten Modifikation aktualisiert wird, und wobei eine Begrenzung zwischen der Struktur der inkrementalen Objekte und dem direkt aktualisierten Teil durch variable inkrementale Objekte gebildet wird.

4. Verfahren nach Anspruch 1, 2 oder 3, wobei inkrementale Objekte ein Wertfeld, eine Caller-Liste, ein Umgebungsfall und ein Bewertungsfeld aufweisen, während variable inkrementale Objekte nur ein Wertfeld und eine Caller-Liste aufweisen.

5. Verfahren nach Anspruch 4, wobei ein "Closure-Objekt" nur ein Umgebungsfeld und ein Bewertungsfeld aufweist.

6. Verfahren nach Anspruch 4 oder 5, wobei ein inkrementales Nebeneffekt-Objekt nur eine Caller-Liste, ein Umgebungsfall, ein Bewertungsfeld und ein "Rückgängig"-Feld aufweist.

7. Verfahren nach einem der Ansprüche 1 bis 6, zur Verwirklichung der genannten Wiedergabestruktur für eine Bildwiedergabeanordnung.

8. Verfahren nach einem der Ansprüche 1 bis 7, wobei die genannte Wiedergabestruktur wenigstens einen graphischen Zyklus aufweist, dadurch gekennzeichnet, dass für jeden Zyklus ein niedrigster hierarchischer Pegel definiert ist, dass auf einem derartigen Pegel ein Objekt in ein in den höheren hierarchischen Objekten und ein außerzyklisches variables inkrementales Objekt getrennt wird, und dass dem genannten variablen inkrementalen Objekt als Auslösungsvorgang für die genannte Wiederherstellung eine externe Änderung zugeordnet wird.

9. Verfahren nach Anspruch 8 zum Finden eines Festpunktes eines Satzes von Gleichungen \( x_j = f_j(x_1...x_n) \), \( 1 \leq j \leq n \), dargestellt durch die genannte Wiedergabestruktur.


Revendications

1. Procédé pour rétablir automatiquement la cohérence d'une structure d'affichage d'information dans un ordinateur après une interaction utilisateur réelle ou émulée, qui est basée sur un ensemble d'objets dans la structure hiérarchique d'objets de ceux-ci, l'interaction utilisateur modifiant un ou plusieurs objets variables primaires et ensuite des objets variables secondaires dans la structure d'objets étant mise à jour, caractérisé en ce que la structure d'objets comporte un réseau de relations de cohérence dont chacune spécifie un ou plusieurs objets incrémentiels en fonction d'un ou de plusieurs objets incrémentiels et/ou d'objets incrémentiels variables à un niveau hiérarchique.
suivant plus bas, l'interaction utilisateur modifiant un ou plusieurs de tels objets incrémentiels variables à un niveau
le plus bas, en ce que d'abord pendant une étape de signalisation ascendante il est signalé un ensemble d'inco-
hérences de valeur pour les objets incrémentiels, et en ce que subséquemment pendant une étape de mise à jour
descendante sur la base de chaque élément nécessaire dudit ensemble la valeur de l'objet incrémentiel associé
est mise à jour sur la base d'un changement de valeur éventuel des objets incrémentiels variables spécifcats
associés et/ou d'objets incrémentiels à un niveau hiérarchique plus bas.

2. Procédé selon la revendication 1, suivant lequel au moins essentiellement chacune desdites relations de cohé-
rence est exprimée par une seule équation associée.

3. Procédé selon la revendication 1 ou 2, suivant lequel on met à jour sur la base d'une modification d'un objet variable
une partie située au pied de la hiérarchie en appelant directement à partir de ladite modification, et suivant lequel
une limite entre la structure des objets incrémentiels et la partie directement mise à jour est formée par des objets
incrémentiels variables.

4. Procédé selon la revendication 1, 2 ou 3, suivant lequel des objets incrémentiels comportent un champ de valeur,
une liste d'appelants, un champ d'environnement et un champ d'évaluateur, tandis que des objets incrémentiels
variables comportent seulement un champ de valeur et une liste d'appelants.

5. Procédé selon la revendication 4, suivant lequel un objet de fermeture comporte seulement un champ d'environ-
nement et un champ d'évaluateur.

6. Procédé selon la revendication 4 ou 5, suivant lequel un objet incrémentiel à effet secondaire comporte seulement
une liste d'appelants, un champ d'environnement, un champ d'évaluateur et un champ d'annulation.

7. Procédé selon l'une quelconque des revendications précédentes 1 à 6 pour réaliser ladite structure d'affichage
pour un dispositif d'affichage visuel.

8. Procédé selon l'une quelconque des revendications précédentes 1 à 7, suivant lequel ladite structure d'affichage
comporte au moins un cycle de graphe, caractérisé en ce qu'il est défini pour chaque cycle un niveau hiérarchique
le plus bas, à un tel niveau un objet est séparé en un objet incrémentiel en cycle et en un objet incrémentiel variable
hors cycle, et en ce qu'un changement externe est assigné comme une opération d'initialisation pour ledit réta-
blissement audit objet incrémentiel variable.

9. Procédé selon la revendication 8 pour trouver un point fixe d'un ensemble d'équations \( x_j = f_j(x_1...x_n), \ 1 \leq j \leq n \)
représenté par ladite structure d'affichage.

10. Ordinateur pourvu d'un système pour le rétablissement automatique de cohérences d'une structure d'affichage
d'informations dans l'ordinateur comportant des moyens de reproduction pour reproduire de l'information sur la
base d'un ensemble d'objets dans leur structure hiérarchique d'objets de relations de cohérence qui spécifient
cachene en fonction d'un ou de plusieurs objets incrémentiels variables à un niveau hiérarchique donné un ou
plusieurs objets incrémentiels à un niveau hiérarchique suivant plus haut, l'interaction utilisateur modifiant un ou
plusieurs de tels objets incrémentiels variables à un niveau le plus bas, caractérisé en ce qu'elles systèmes com-
perte une commande à deux étapes après une interaction utilisateur pour signaler un ensemble d'incohérences
de valeur pour les objets incrémentiels pendant une première étape de signalisation ascendante et pour mettre à
jour à un niveau hiérarchique plus bas pendant une étape de mise à jour descendante subséquente, sur la base
de chaque élément nécessaire dudit ensemble, la valeur de l'objet incrémentiel associé sur la base d'un change-
ment de valeur éventuel des objets incrémentiels variables spécifcats associés et/ou d'objets incrémentiels.
evaluator : f(a,b,c)
undo : f'(a,b,c)